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<td>Uniform Resource Locator</td>
</tr>
<tr>
<td>GPL</td>
<td>GNU General Public License</td>
</tr>
<tr>
<td>UUID</td>
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1 Executive Summary

This deliverable is part of the Work Package 3 “Platform” of the “TRUSTS - Trusted Secure Data Sharing Space” project and summarizes the efforts taken with regards to Task 3.3 “Smart Contracts”.

The subject of this deliverable is to develop the necessary concepts for using smart contracts in the context of the European Data Market TRUSTS. The approach to achieve this was to conduct a literature review, to evaluate the requirements collected by the project partners which are relevant for Task 3.2, and to consider the project goals of TRUSTS in order to develop these necessary concepts. As a result, various challenges could be derived for both the technical and the legal perspective on the topic, which are examined in the respective chapters.

During the development of the concepts, it became clear that for TRUSTS, the legal aspects in particular play a decisive role. The approach of a European data market brings together different legal forms. Therefore, a common consensus must be found there for the use of smart contracts. When working out the technical aspects, the focus was primarily on the core idea of TRUSTS: security and trustworthiness. Therefore, potential sources of error for the technical use of smart contracts were elaborated and explained, and recommendations were made as to which technologies with their characteristics are best suited for a TRUSTS data market. From the resulting recommendations, a smart contract demonstrator was developed, which takes these into account and thus represents a minimal example for the implementation of a blockchain with smart contract execution in TRUSTS.
2 Introduction

This deliverable reports the status of Task 3.2 “Smart Contracts”. The main goal of the task is to develop the necessary concepts for using smart contracts in the context of the European data market delivered by TRUSTS. The goal focuses on a technical and a legal perspective. The technical objectives of this TRUSTS deliverable are the foundations for ensuring the integrity and authenticity of smart contracts as well as the challenges related to the fact that smart contracts are written in executable code which is supposed to be a self-sufficient representation of a natural language contract which will be studied. The legal objectives of this TRUSTS deliverable are to analyze the legal challenges brought about smart contracts, such as issues of validity, enforceability, and interpretation as well as the legal issues and limitations related to the fact that smart contracts are written in code instead of natural language will be studied. The approach to achieve the goal of Task 3.2 was to conduct a literature review, to evaluate the requirements collected by the project partners which are relevant to Task 3.2, and to consider the project goals of TRUSTS in order to develop a deliverable with the necessary concepts for using smart contracts in the context of the European data market delivered by TRUSTS.

The objectives of Task 3.2 are aligned with the objectives of the overall project in that TRUSTS aims to provide various components for a secure European data market and Task 3.2 describes the concepts for one of these components. A data market lives from transactions among the participants. However, in order to be able to clarify problems and disputes quickly, a component is needed within the data market that can provide a legally and technically secure overview of all transactions in the market. In this component, all transactions are stored in a blockchain that were created between the participants in the past. Manipulation can thus be prevented, which in turn increases security in the data market and trust between the participants.

The results of this task could be leveraged in a number of ways, such as using the privacy and security findings to develop a smart contract system to defend against some of the most high-profile attacks on these types of systems, in addition to protecting European data markets along the lines of TRUSTS. Dell EMC intends to use the results as a basis for further investigation of blockchain and smart contract security issues after the project. It also aims to demonstrate beyond that how to use more conventional payment systems in conjunction with smart contracts without sacrificing blockchain integrity guarantees, as opposed to using tokens or cryptocurrencies in conjunction with blockchain. In both security research and payment systems research, the work of Task 3.2 will continue after the project ends.

2.1 Mapping Projects’ Outputs

Purpose of this section is to map TRUSTS Grand Agreement commitments, both within the formal Deliverable and Task description, against the project’s respective outputs and work performed.
Table 1: Adherence to TRUSTS GA Deliverable & Tasks Descriptions

<table>
<thead>
<tr>
<th>TRUSTS Task</th>
<th>Respective Document Chapter(s)</th>
<th>Justification</th>
</tr>
</thead>
<tbody>
<tr>
<td>T3.2 Smart Contracts</td>
<td>Chapter 4, Chapter 5, Chapter 6, Chapter 7</td>
<td>These chapters describe the whole development process of concepts for using smart contracts in the context of the European data market delivered by TRUSTS. Starting with the legal challenges, over the technical challenges and privacy and security aspects, to a demonstrator for such a blockchain component with smart contract execution.</td>
</tr>
</tbody>
</table>

**TRUSTS Deliverable**

D3.3 Smart Contracts

This deliverable will provide the results from T3.2, namely the necessary concepts for making use of smart contracts at the technical level within the TRUSTS European Data Market and the overview of relevant legal frameworks and respective legal challenges.

2.2 Deliverable Overview and Report Structure

The document is part of Task T3.2 "Smart Contracts", in which the necessary concepts for using smart contracts in the context of the European data market delivered by TRUSTS will be developed. The concepts were considered from both a technical and legal perspective to provide a holistic view of the issues and challenges in implementing and using smart contracts in the European data market TRUSTS. The deliverable is therefore divided into different chapters, which are described in more detail below:
• **Section 3 “Background”** Chapter 3, "Background," provides an overview of the fundamentals of the topic. It begins by describing what a data market is and goes into more detail on the two data markets that shape TRUSTS, DMA and IDS. This is followed by definitions and explanations of blockchains and smart contracts and how each works. Finally, a few examples of smart contract applications in data markets are listed.

• **Section 4 “Legal Challenges”** describes, in addition to a general legal overview of smart contracts, the legal challenges of applying contract law to smart contracts and how the whole subject can be applied in compliance with EU law.

• **Section 5 “Smart Contracts in TRUSTS”** describes the technical challenges of implementing smart contracts in the European data market TRUSTS. In addition to the functional and technical requirements for a blockchain application with smart contracts execution, an explanation is given of how these requirements can be met. Furthermore, there will be an illustration of how such a blockchain application can be connected in TRUSTS using the example of a sequence diagram. Finally, an overview of various problems, risks, and drawbacks in the use of blockchains and smart contracts is presented, which must be taken into account in the technical implementation of a blockchain application with smart contracts execution.

• **Section 6 “Smart Contract Privacy and Security”** provides an overview of methods and potential problems that arise in the privacy and security of smart contracts. It explains various techniques for maintaining a high level of privacy and security, as well as highlighting vulnerabilities, explaining their causes, and showing how they can be addressed.

• **Section 7 “Smart Contract Demonstrator”** describes a smart contract demonstrator based on all the previously mentioned sections, which, in addition to a pure blockchain with smart contract execution, has a UI, a library of various smart contracts and its own API. The latter is also used to demonstrate payment compatibility, which means that the smart contract demonstrator can theoretically also be used for payment transactions.
3 Background

In this chapter, background descriptions of all T3.2 relevant topics are given.

3.1 Data Markets

In this section, there will be an overview of different data markets frameworks, namely Data Market Austria and the International Data Spaces. The words data market and data marketplace will be used synonymous.

3.1.1 General Information

The information in this subchapter is divided into three parts: A general definition about data markets, the different roles within a data market, and data market types.

A data marketplace is a multi-sided trading platform where participants can share/sell (producers) and buy (consumers) datasets.

Access to the data, manipulation, and the use of the data by consuming entities is commonly governed by the data marketplace using a range of standardized or negotiated licensing models. The marketplace also mediates the interactions between various actors in the ecosystem. Data marketplace platforms require specific governance mechanisms via legal protection, quality control and comprehensive data provenance. [3] Thereby, data marketplaces will foster innovative business models where data is the raw material – data becomes the primary commodity. [4]

In principle, data marketplaces could resemble multisided platforms, where a digital intermediary connects data providers, data purchasers, and other complementary technology providers. Such platforms could generate value for both data buyers and sellers through lower transactional frictions, resource allocation efficiency, and improved matching between supply and demand. [5]

Data marketplaces are electronic platforms that facilitate the exchange of data. Due to the need for businesses to obtain appropriate information and the maturation of the data market ecosystem, the popularity of data marketplaces has grown in recent years. As the number of data marketplace players joining the market increases, companies have more opportunities to use external data to improve their business and explore new revenue opportunities by reselling the data they collected internally.

A data marketplace ecosystem consists of data providers, data buyers, third-party service providers and a marketplace owner. Data providers offer their own data on a marketplace; allow their data to be queried by data buyers and expect to obtain revenue by selling data. Data buyers are participants who are interested in buying the datasets they need and display a positive willingness to pay for data. Data buyers use purchased data to support decision-making processes or build new services and business models. Third-party service providers can provide applications or algorithms that add value to data assets. The data marketplace provider collects and hosts data from data providers and sells data to data buyers.

According to, an electronic marketplace is a data marketplace if data trading is the main value proposition of the business model. Marketplace participants must be able to upload, browse, download, buy, and/or sell machine-readable data. Consequently, this excludes the services that only offer links to data locations,
without hosting the data. Moreover, data must be hosted by the providers who clarify the origin of the data. Additionally, data marketplaces must be digital platforms and not only a data repository or a cloud service provider. [6]

3.1.1.1 Actors and Roles

Participants in a data marketplace take on different roles, such as data provider and data consumer. The data marketplace itself also provides actors to provide various services within the market. These include, for example, the data broker and the infrastructure provider. The owner of the data marketplace also represents a role on its own. The following is an overview of roles in a data marketplace:

- **Data Providers**: Provide and offer their data, allow their data to be queried, obtain revenue by selling data
- **Data Consumers**: Interested in buying the datasets they need, utilize the data available in the data marketplace platforms directly
- **Service Providers**: Offer data-driven services such as visualizations and analytics. This can also be a third-party participant.
- **Infrastructure and Tool Providers**: Deliver the required technical components and tools to make the ecosystem works
- **Data Brokers**: Establish a link between data providers and other actors in the ecosystem
- **Application Users**: Make use of the data-driven applications and services to consume the data
- **Marketplace Owners**: Collects and hosts data from data providers and sells data to data consumers

Data consumers and application users are almost the same but differ in the fact that applications users are real users and data consumers can also be a company or other services who consume data. [3, 4, 5, 6]

3.1.1.2 Types and Domains of Data Marketplaces

Data markets exist in a wide variety of flavors and for different domains. Definitions of data markets are diverse and heterogeneous. Stahl et al. [1] divide electronic data markets into different categories based on their provider/consumer relations. Data markets can serve single or multiple consumers and single or multiple providers (see Figure 1). In some cases, the single provider is equivalent to the data market operator itself. Data markets are categorized in three different sectors: private, consortium and independent data markets. A private data market has either a single buyer or single supplier, i.e., it offers one-to-many or many-to-one relations to the sides of buyers/suppliers. Consortium data markets are unions of either suppliers and buyers, or both. The third type, the independent data market, serves as an arbiter for buyers and suppliers, i.e., providing a platform and infrastructure for successful search, acquisition, accounting, and transfer of data. They allow for many-to-many relations between independent players in the data market.
In contrast to this lenient categorization of Data markets, the IDS Reference Architecture Model [2] provides a much stricter definition. Data markets are exclusively limited to the independent type, i.e. require the conceptual availability of m:n relations between independent buyers and suppliers. Data providers such as Facebook, who sell their data products to external organizations, are consequently not considered as a Data market. Alternatively, the definition of Stahl et al. [1] would allow those to be considered as a Data market.

Data markets cover a wide range of different domains, such as agriculture, finances, healthcare, location services, etc. According to [2], the by far most prominent domain is the so-called audience data, providing data from the marketing and advertising industry.

### 3.1.2 Data Market Austria

In 2016, the Data Market Austria (DMA) project started with a consortium of 17 Austrian partners. The DMA is partially funded by the Austrian Ministry of Transport, Innovation and Technology (BMVIT) and the Austria Research Promotion Agency (FFG). The DMA project aims to provide a data innovation environment by improving technology for secure data marketplaces and cloud interoperability. The ecosystem is supporting a full spectrum of data, i.e., both open and business data, with a sufficient level of access control [7].

The DMA does not host the data, but it provides a catalogue for registered datasets and facilitates data exchange between core actors (data providers and data customers). The DMA developed technological innovations for data exchange, such as blockchain mechanisms to ensure data provenance and security, recommender systems based on brokerage technology and semi-automated data quality improvement [7].

The target group of DMA customers comprises a broad range of data-driven organizations and individuals, including non-profit & civic society, scientific & research, public sector government & admin, and private sector [8].
The DMA was an Austrian key project to conceptualize, implement, and establish an Austrian ecosystem for data services. From a technical perspective, the DMA was a federated platform leveraging a microservices architecture, data and metadata harvester and ingestion services, a recommendation engine, and distributed ledger technology for smart contracting.

The DMA accomplished a lot of basic research work to elicit and specify the requirements of a data market including its objectives, its role in an ecosystem of demand and supply regarding data trading and exchange, as well as in specification of relevant roles and stakeholders for a data market and in respect to components, features and technologies, as well as the overall architecture of a data market. Findings are well documented and publicly available and, several software components are available as open-source software.

3.1.3 International Data Spaces

The International Data Spaces (IDS) are a virtual data space leveraging existing standards and technologies, as well as governance models well-accepted in the data economy, to facilitate secure and standardized data exchange and data linkage in a trusted business ecosystem. It thereby provides a basis for creating smart-service scenarios and facilitating innovative cross-company business processes, while at the same time guaranteeing data sovereignty for data owners.

Unless otherwise indicated, this section refers to IDS reference architecture v.3.0 [2], as discussed by Pettenpolh et al. [85].

3.1.3.1 Goals of the International Data Spaces

The main goal of the IDS is data sovereignty. Data sovereignty is a central aspect of the International Data Spaces. It can be defined as a natural person’s or corporate entity’s capability of being entirely self-determined with regard to its data. The Reference Architecture Model particularly addresses this capability, as it specifies requirements for secure data exchange and restricted data use in a trusted business ecosystem. The International Data Spaces promotes interoperability between all participants based on the premise that full self-determination with regard to one’s data goods is crucial in such a business ecosystem. Data exchange takes place by means of secured and encrypted data transfer including authorization and authentication. The Data Provider may attach metadata to the data transferred using the IDS Vocabulary. In doing so, the terms and conditions to ensure data sovereignty can be defined unambiguously (e.g., data usage, pricing information, payment entitlement, or time of validity). The International Data Spaces thereby supports the concrete implementation of applicable law, without predefining conditions from a business point of view, by providing a technical framework that can be customized to the needs of individual participants.

3.1.3.2 Data exchange and data sharing

Cross-company data exchange with the help of inter-organizational information systems is not a new topic; it has been around for decades. With the proliferation of Electronic Data Interchange (EDI) in the 1980s, many different data exchange scenarios have emerged over time, which were accompanied by the development of certain technical standards.

Data sovereignty, which is one of the main goals of the International Data Spaces, materializes in “terms and conditions” that are linked to data before it is exchanged and shared. However, these terms and conditions (such as time to live, forwarding rights, pricing information etc.) have not been standardized
yet. In order to foster the establishment of data sovereignty in the exchange of data within business ecosystems, more standardization activities are needed.

This does not mean that existing standards will become obsolete. Instead, the overall set of standards companies need to comply with when exchanging and sharing data needs to be extended. It is therefore necessary to distinguish between data exchange and data sharing:

- Data exchange takes place in the vertical cooperation between companies to support, enable or optimize value chains and supply chains.
- Data sharing takes place in the vertical and horizontal collaboration between companies to achieve a common goal (e.g., predictive maintenance scenarios in manufacturing) or to enable new business models by generating additional value out of data (e.g., in data marketplaces). Furthermore, data sharing implies a mode of collaboration towards coopetition.

3.1.3.3 Roles in the International Data Spaces

In the following, each role a participant can assume in the International Data Spaces is described in detail, together with the basic tasks assigned to it. The majority of roles require certification of the organization that wants to assume that role, including certification of the technical, physical, and organizational security mechanisms the organization employs. Certification of organizations that want to participate in the International Data Spaces is considered a fundamental measure to establish trust among all participants (especially with regard to roles that are crucial for the overall functioning of the International Data Spaces, such as the Broker Service Provider, the App Store, the Identity Provider, or the Clearing House). An overview over all roles in the IDS is given in Figure 2.

![Figure 2: Roles and Interaction in the Industrial Data Space.](image)

3.1.3.4 Core Participants

Core Participants are roles involved and required every time data is exchanged in the International Data Spaces. Roles assigned to this category are Data Owner, Data Provider, Data Consumer, Data User, and App Provider. The role of a Core Participant can be assumed by any organization that owns, wants to provide, and/or wants to consume or use data. Benefits for participants in the International Data Spaces are created by these roles as they make data available (Data Owner), provide data (Data Provider), or consume/use data (Data Consumer, Data User, App Provider). In addition, Data Providers and Data Consumers may apply business models (including pricing models) as deemed appropriate.
• **Data Owner**: Is a legal entity or natural person creating data and/or executing control over it. This enables the Data Owner to define Data Usage Policies and provide access to its data.

• **Data Provider**: Makes data available for being exchanged between a Data Owner and a Data Consumer. As already mentioned above, the Data Provider is in most cases identical with the Data Owner, but not necessarily.

• **Data Consumer**: Receives data from a Data Provider. From a business process modeling perspective, the Data Consumer is the mirror entity of the Data Provider; the activities performed by the Data Consumer are therefore similar to the activities performed by the Data Provider.

• **Data User**: Similar to the Data Owner being the legal entity that has the legal control over its data, the Data User is the legal entity that has the legal right to use the data of a Data Owner as specified by the usage policy. In most cases, the Data User is identical with the Data Consumer.

• **App Provider**: App Providers develop Data Apps to be used in the International Data Spaces. To be deployable, a Data App has to be compliant with the system architecture of the International Data Spaces.

### 3.1.3.5 Intermediary

Intermediaries act as trusted entities. Roles assigned to this category are Broker Service Provider, Clearing House, Identity Provider, App Store, and Vocabulary Provider. These roles may be assumed only by trusted organizations. Benefit for participants in the International Data Spaces is created by these roles by establishing trust, providing metadata, and creating a business model around their services.

- **Broker Service Provider**: Is an intermediary that stores and manages information about the data sources available in the International Data Spaces.

- **Clearing House**: Is an intermediary that provides clearing and settlement services for all financial and data exchange transactions.

- **Identity Provider**: Should offer a service to create, maintain, manage, monitor, and validate identity information of and for participants in the International Data Spaces. This is imperative for secure operation of the International Data Spaces and to avoid unauthorized access to data.

- **Broker Service Provider**: Provides Data Apps. These are applications that can be deployed inside the Connector, the core technical component required for a participant to join the International Data Spaces. Data Apps facilitate data processing workflows.

- **Broker Service Provider**: Manages and offers vocabularies (i.e., ontologies, reference data models, or metadata elements) that can be used to annotate and describe datasets.

### 3.1.3.6 Software / Service Provider

This category comprises IT companies providing software and/or services (e.g., based on a software-as-a-service model) to the participants of the International Data Spaces.

- **Service Provider**: If a participant does not deploy the technical infrastructure required for participation in the International Data Spaces itself, it may transfer the data to be made available in the International Data Spaces to a Service Provider hosting the required infrastructure for other organizations.

- **Software Provider**: Provides software for implementing the functionality required by the International Data Spaces.

### 3.1.3.7 Governance Body

The Certification Body, Evaluation Facilities, and the International Data Spaces Association are the Governance Bodies of the International Data Spaces.
• **Certification Body and Evaluation Facilities**: The Certification Body, together with selected Evaluation Facilities, is in charge of the certification of the participants and the core technical components in the International Data Spaces. These Governance Bodies make sure that only compliant organizations are granted access to the trusted business ecosystem.

• **International Data Spaces Association**: The International Data Spaces Association is an organization promoting the continuous development of the International Data Spaces. More about the International Data Spaces Association in the next section.

3.1.3.8 **The International Data Spaces Association**

The International Data Spaces Association\(^1\) (IDSA) was founded in 2016 as a non-profit organization promoting the continuous development of the International Data Spaces. More specifically, it supports the development of the Reference Architecture Model and the participant certification process. The IDSA aims to guarantee data sovereignty by an open, vendor-independent architecture for a peer-to-peer network which provides usage control of data from all domains.

3.1.4 **TRUSTS Architecture**

The architecture of TRUSTS consists of 3 core elements, the so-called nodes. There is the Central Node, the Corporate Node, and the User Portal Node. The Central Node serves as the central intermediary between the other two node types. With the help of the broker, contained in the Central Node, the users of the other nodes can retrieve metadata on available assets (datasets, services, and applications), which the companies provide via their Corporate Node. A user can search for and retrieve available assets in his User Portal Node with the help of a CKAN\(^2\) interface. If a user wants to retrieve an asset, a contract is concluded between the user and the providing company, which contains conditions for the use of the asset. Compliance with these conditions can be checked with the help of the Dataspace Connector, which is included in every Node. Figure 3 gives an overview of the architecture.
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3.2 Blockchain

The blockchain is a decentralized, distributed, cooperative data store. It enables data to be exchanged securely in networks without the need for an intermediary. The basis of blockchain technology is the so-called "distributed ledger", a distributed logbook containing entries with information. These entries are time-stamped and also contain a reference to the previous entry. The entries, also called blocks, are tamper-proof by means of a cryptographic key - the hash. The fact that each new block contains a reference to the previous one creates a chain between the blocks - the "blockchain". An illustration of a blockchain is given in Figure 4. The first block in a chain is called the genesis block. In the event of a break in the hash sequence, this would immediately be identified as tampering. Due to the redundant storage of all data on all servers participating in the network, incorrect entries can be replaced [9].

Figure 3: TRUSTS Architecture.
Irreversibility is a core characteristic of blockchain technology. This means that information or transactions in the blockchain can neither be manipulated nor deleted. The background to this is that the databases are no longer managed and stored centrally by an entity, but in a so-called peer-to-peer network (P2P network). The information in the database is stored on the computers of all participants, with entries being identical. If a participant creates an entry, it is checked, e.g., on compromise, by all other network participants and is not stored until they have all confirmed it. This mechanism is referred to as an integrated consensus mechanism, which, along with irreversibility, is one of the crucial trust-building properties of blockchain technology. In order to subsequently rewrite data once it has been stored, all of the participants’ computers would have to be manipulated at the same time. The more participants there are in a network, the more difficult manipulation becomes. To reverse a transaction, the corresponding counter-reaction can only be stored in the blockchain by consensus. This also makes proofs of origin and transactions for mapped values audit-proof [10, 11].

Due to different objectives, there is a difference between public (Public) and non-public (Private) blockchains. Public blockchains are public networks that are primarily used for trading and exchanging cryptocurrencies. The Bitcoin blockchain is the oldest example. It is based on the white paper "Bitcoin: A Peer-to-Peer Electronic Cash System" published in 2008 under the pseudonym "Satoshi Nakamoto" [12].

In contrast, private blockchains are systems that are only accessible to a closed consortium. This can be, for example, several cooperating companies or organizations within a network [13]. In contrast to public blockchains, access rights to private blockchains are restricted to the consortium. If another participant is to be integrated into the network, this must be approved by the blockchain consortium. In addition, read, write and administration rights can usually be assigned individually for private blockchains. Administrability is of increasing importance in the context of industrial blockchain applications [10]. Examples of private blockchains are the "Hyperledger Fabric", "Multichain" or "Corda".

The development of blockchain applications is often divided into three phases. If the focus is on the exchange of cryptocurrencies, blockchain solutions are grouped under the heading "Blockchain 1.0". The Bitcoin blockchain belongs to this group. The next major step that contributed to the development of
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blockchain technology was the introduction of smart contracts. All blockchain solutions that follow the smart contracting approach are classified under the "Blockchain 2.0" phase. An example of this is the Ethereum blockchain, which also belongs to the Public Blockchains. Unlike the first two phases, the term "Blockchain 3.0" covers all those applications that are not directly related to finance. Here, the focus is rather on decentralized, autonomous organizational units interacting on the basis of common smart contracts. An example of this is the Hyperledger Fabric mentioned above [10, 14], which is the blockchain implementation chosen by the TRUSTS project for integration into the platform.

An example for such blockchains can be given in the supply chain management, where blockchains are being tested for automating payment transactions in value creation systems. This is done with the help of the smart contracts, described in the next chapter, which are based on the blockchain used. By eliminating manual activities, the processes involved are accelerated considerably, while the tamper-proof storage in the blockchain also ensures increased transparency throughout the entire blockchain network. Particularly in the international logistics environment, reconciliations, such as the Bill of Lading with the Letter of Credit, can be made more efficient and traceable [16], [17]. Other blockchain applications aim to store proofs of origin for goods transparently and securely and make them available to authorized third parties in a traceable manner. Thanks to the blockchain, goods can be traced seamlessly in trade here, effectively preventing fraud [20]. Furthermore, the blockchain also enables an increase in efficiency in the international movement of goods, which at the same time favors resource-saving processes. For example, in container trade and shipping in international maritime transport, confusing paper-based processes that previously had to be carried out manually can be mapped digitally. Here, the blockchain as an interoperable database between the involved partners offers the possibility to reduce the inefficiency of a paper-based way of working in this environment and to create a web interface for all verified participants [15, 18, 19]. Common to all the solutions presented are the goals of increasing transparency and reducing or eliminating inefficient processes. Blockchain technology raises some legal issues that need to be explored. For example, questions arise about how to stop the dissemination of illegal content in the blockchain or how to ensure IT security in the blockchain. If the blockchain network consists of participants in different countries, the question arises as to which legal system is applicable to the blockchain. Although transactions can be carried out via the blockchain in a legally secure manner, no legal claims can be established in the blockchain. This should be one focus of the investigations within the project.

### 3.3 Smart Contracts

The term smart contract was first introduced by Nick Szabo in 1994 and defined as follows:

“A Smart Contract is a computerized transaction protocol that executes the terms of a contract. The general objectives of smart contract design are to satisfy common contractual conditions (such as payment terms, liens, confidentiality, and even enforcement), minimize exceptions both malicious and accidental, and minimize the need for trusted intermediaries.” [21]

Smart contracts are not contracts in the legal sense, but rather programmed if-then conditions. They can be seen as program codes that represent contracts in the sense of a simple if-then function and support their automated execution. If a certain event occurs, a predefined action is triggered. Szabo cites the example of a vending machine as something that embodies the characteristics of a smart contract. Once the money is paid, an irrevocable series of actions is set in motion. The money is retained, and a beverage is provided. In the process, neither the transaction can be stopped, nor the money returned when the
beverage is delivered. The terms of the transaction are in some sense embedded in the hardware and software that runs the machine [22].

Blockchains are particularly well suited for smart contracts because they not only store data in a tamper-proof manner, but also allow processes to be executed automatically. For example, temperature data can be fed into the blockchain at regular intervals via the Internet using a sensor attached to a refrigerated container. If damage occurs due to temperature differences, the chain of evidence is transparent via the blockchain. If the damage falls under the responsibility of a logistics service provider, the logistics service provider can pay out compensation immediately.

With the help of smart contracts, the partners in a blockchain network can define all the framework conditions of their relationships in a binding manner. As digital sets of rules, they are stored in the blockchain and are also automatically monitored by the system. When several cooperating companies have negotiated the terms of their collaboration and agreed on a set of rules, smart contracts can trigger the execution of agreed processes. For example, with the help of a smart contract, the payment process between two trading partners can be triggered automatically as soon as the recipient has received the goods. To do this, the information and goods flows between the companies must be recorded in a blockchain. The smart contract can then access this irreversibly stored information. If the goods were delivered in the agreed quantity and quality, this can be stored in the blockchain. The smart contract logs, which are also stored, can - after verification - trigger a predefined payment to the supplier based on this information, with the payment transaction itself also being stored in the blockchain. Thus, the administrative effort from invoicing to payment instruction can be significantly reduced, as these processes no longer must be carried out individually and manually but can be automated on the basis of the agreements made. Thus, smart contracts bring automation and intelligence to this system, in addition to data protection, while IoT sensors collect various data from the real world [23].

A major advantage is that no intermediaries are required between the contracting parties when using smart contracts. Whereas banks, law firms or notaries can ensure trust in the contract and check that all parties comply with the terms of the contract in the case of traditional contracts, there is no need for an additional, central intermediary in the case of smart contracts. Here, the various contracting parties rely on the processes stored in the program code and the automated exchange of services based on blockchain technology. The administrative effort and processing time for control on the part of an intermediary are therefore also reduced by its omission. As a result, the cost of monitoring contract compliance also decreases, as this is no longer handled by a central entity, but is instead carried out by the automated processes of the smart contracts. Once established, the smart contracts can automatically check the proper fulfillment of contractual obligations for each transaction and trigger or refuse the corresponding transactions [9].

Blockchains and smart contracts bring a variety of advantages, but they also have a set of drawbacks. These drawbacks will be more investigated in section 5.2.
4 Legal Challenges

4.1 Introduction to Smart Contracts

Smart contracts can be defined both from a feature-based (technical) perspective and from a functional perspective. Technically, smart contracts are a network of computer messages composed of conditional statements (i.e., “if condition “x” materializes itself, then effect “y” occurs”) executed on a blockchain or distributed ledger technology (DLT). Contractual clauses are written in the form of code instead of human language, and hence their consequences are triggered as soon as the condition embedded in the clause materializes itself or not. From a functional perspective – and as the expression suggests – “smart contracts” are designed so as to enable automation of (part of) the execution of an agreement where automation refers to the computer-based execution without direct human intervention. [45]

Automation of part of a contract’s lifecycle is not a new phenomenon. [46] The disruptive character of smart contracts rather lies in the fact that the latter are executed on a DLT: this means that the automation process is neither up to the parties nor up to a third entrusted party. As Ruskin states, “neither of the parties must trust the other for the contract to be performed. They must trust the disinterested blockchain, which can enforce the relevant terms. [45] via pre-defined algorithms that make legal consequences flow from the application of the contractual clauses written as code. In practice, this approach brings about a drastic change as both sides of the agreement’s performance can be automatically processed by the smart contract. [46] Blockchain-based smart contracts can be defined as “a piece of software code, implemented on a blockchain platform, which ensures self-performance and the autonomous nature of its term, triggered by conditions defined in advance and applied to blockchain-titled assets”. [46] Against this background smart contracts seem more efficient – with a view to the actual performance of the agreement to the benefit of the parties – than a traditional written contract where the parties would merely commit to perform. [47] By ensuring automated execution, smart contracts avoid non-performance of the agreement and thus seem to deprive recourse to judicial dispute-resolution processes of any relevance.

The first wave of the blockchain technology (Bitcoin and other cryptocurrencies) made it possible to execute transactions without relying on traditional financial institutions. Now, smart contracts (second wave of the blockchain technology) would make it possible to avoid relying on the judicial system to a large extent by guaranteeing enforcement of agreements by technical means. Not only does a smart contract make it possible to do without judicial authorities but it also enables the parties to make it impossible for any third party – including judicial authorities – to interfere in its execution notably owing to the immutable character of the blockchain: as legal scholars have pointed out, smart contracts illustrate Lessig’s prediction that “code is law”. [48]

Now there is no specific regulation of blockchain-based smart contracts in Europe or even at international level. However, it is crucial to stress that the EU institutions have explicitly recognized the importance of distributed ledger technologies and smart contracts. In 2020 the European Parliament acknowledged the increasing relevance of smart contracts and issued recommendations to the European Commission with a view to including in the upcoming Digital Services Act (DSA) specific provisions and criteria to determine the legality of smart contracts. [49] The Report highlights that the legal framework has not been keeping up with the technological and business developments leading to a rise in the use of smart contracts. In requesting the Commission to make proposals on a legal framework for smart contracts, the European
Parliament (i) stressed the need to propose provisions that clarify issues of legality, enforcement and use of smart contracts in cross-border situations; [49] (ii) stressed the need to ensure balance between parties to a smart contract, the need to ensure that public interest concerns, such as the targeting of anti-competitive cartel agreements; and (iii) and strongly advised to propose provisions that would allow halting and reversing the execution of smart contracts in certain circumstances. [49] The concerns expressed by the European Parliament are relevant to the goal of making smart contracts actionable in the current data economy and will be referred to throughout the chapter. [49]

As the current law stands, anyhow, there is no ad hoc framework regulating smart contracts, beyond some provisions of national law. For now, therefore, and with a view to issuing recommendations for such a framework, the relationship between smart contracts and the law needs to be tackled by the law regulating contracts, which includes standard contractual provisions and general principles of contract law. [50, 51] The section below highlights the key features of traditional legal contracts generally recognized by classic contract law and discusses whether such features apply also to smart contracts. This is done with a view to identifying the features of smart contracts that escape classic regulation and that pose a challenge from a legal perspective.

4.2 Applying Contract Law to Smart Contracts: Legal Challenges

A controversial issue is whether smart contracts belong to the typology of agreements regulated by classic contract law. [52] The issue stems from the fact that in the term ‘smart contract’ the word ‘contract’ is not intended to necessarily designate a contract in a legal sense: [53] In order for a given construct to qualify as a contract in a legal sense, it needs to present certain features that trigger the application of contract law rules. Because contract law is not harmonized and is largely based on the national laws of each EU Member State, there cannot be a single EU-wide answer to this question, and there is indeed no consensus within the literature to start with. [50, 54]

It appears that, because smart contracts are nothing more than lines of code that trigger consequences as soon as a condition occurs, the most promising approach to gauging the legal nature of smart contracts should not be trying to determine whether smart contracts can systematically be qualified as legal contracts. Rather, a more sensible avenue may be to be a priori neutral as to their legal qualification and apply a legal test on a case-by-case basis relying on the essential features of legal contracts. [54, 55]

This section recalls the entire lifecycle of contracts and explores the challenges that stem from applying contract law to smart contracts. From start to end, such challenges relate to: (a) the very existence of a smart contract in a legal sense and its validity; (b) if we deal with smart contracts qualifying legally as contracts, their enforceability and how it differs from classic contracts; (c) the interpretative issues generated by smart contracts compared to classic contracts: and (d) specific issues of cybersecurity and illegality typical of smart contracts.

4.2.1 Legal qualification and validity of smart contracts

Determining whether a smart contract can be qualified as a legal contract is an essential step to exploring subsequent questions related to the validity, enforceability, and interpretation of smart contracts. In this subsection we therefore first tackle: (a) the criteria for determining the legal qualification of a smart
contract; then, for those smart contracts that have a legal character, we tackle (b) the application of typical substantive rules on contract validity to smart contracts.

4.2.1.1 Legal qualification of smart contracts

As soon as conditional lines of code are written and embedded in a blockchain environment, it is indisputable that a smart contract exists from a technical standpoint. But whether it also exists in the realm of contract law is another matter. [56] In order to explore this question, it is useful to distinguish between smart contracts in a narrow sense - i.e., referring to nothing more than the lines of code written and meant to be executed in an automated way - and smart contracts in a broad sense - i.e., that takes into account the whole process of negotiating and concluding a contract before its automated execution.

We rely on the most influential legal systems of the EU and on the EU Draft Common Frame of Reference (DCFR), which tend to account for principles inspired by both the civil law and the common law traditions of EU Member States. [50] Looking at the DCFR, we see that for a contract to come into existence there needs to be the will of at least two parties to enter into an agreement and vest it with legal force for them. [57] This requirement presupposes two distinct though interrelated manifestations of active will from the parties: first, the will to enter into an agreement as such, i.e. the intention to make promises to one another; second, the will to make sure that the agreement does not merely qualify as an informal agreement grounded on social norms, but that becomes legally binding on all parties with the possibility for them to rely on applicable legal rules to demand its enforcement, and seek remedies for lack thereof. We explore each manifestation in detail.

The intention to enter into an agreement implies that neither party is forced to enter a contractual relationship (which also begs the question of authentic consent, see further below), and that neither party is brought onboard a contract unbeknownst to her. For a contract to exist all the parties to it must have triggered their authentic will to bargain; in other words, the formation of a nexus, a link between the parties needs to stem from each party’s unaffected intents. This requirement is present, under varying forms, in the law of most Western jurisdictions, such as in German law, [58] French law, [59] Italian law [60] and English law. [61]

And in smart contracts?

In order to determine whether the above requirements can be satisfied by smart contracts, one needs to distinguish the whole experience of creating and executing a smart contract (broad sense) from the mere code embedded in the blockchain (narrow sense). Technically speaking, as the contract is executed automatically with no human interventions, the parties to it do not engage in any manifestation of will with a view to performing the contractual norms. Because of this, some authors argue that in smart contracts the machines replace the very act of ‘promise’ and ‘will’, [54] and that one of the distinguishing features of smart contracts is that the parties do not exchange any promise to one another. [45, 54]

However, their wills do manifest themselves when the parties agree to translate their intentions into code via a smart contract. Some smart contracts required the parties to agree upon it in advance, whether directly or through electronic agents used to that effect. [46] It can therefore be concluded that because the conclusion of a smart contract may not be automated, contrary to its performance and execution, the will of the parties can still be required before lines of code are created to substantiate the contract. Many smart contracts, however, simply materialize with a party proposing
the coded terms and another party accepting by triggering its performance, i.e., without pre-contractual negotiation culminating in an exchange of wills. [54] Because of this feature they are much closer to the concept of unilateral contracts. In this sense, much of the substance behind any manifestation of wills is likely to depend on the trend in smart contracts: the more standardized they will be, the less there will be a need for human negotiation, and hence the human element would be increasingly reduced. [54]

The intention to attach legal consequences to the agreement entails that the parties agree that their respective promises can be enforced on them by legal means. [62] This makes a contract an agreement with legal character. The parties agree to the existence of an obligatio (obligation) between them which means reciprocal rights and duties among them which – if not performed – may give rise to judicial actions by the counterparty (or even by public authorities in some cases). A contract is thus by essence forward-looking: the parties agree when concluding the contract to respectively execute a duty in the future or else – in a second step future – this may give rise to infringement procedure (see below); they agree to use the tool of contract to regulate the uncertainty of part of their relations. [63] This is referred to as animus contrahendi (Latin for ‘intention to enter into a contractual relationship’). The animus contrahendi condition is pursuant to the principle of freedom of contracting. [64] The typical example of an agreement deprived of legal character by lack of animus contrahendi is that of social agreement such as a dinner invitation. Another example – in the economic environment – is the conclusion of a “Gentlemen’s agreement” [62] whereby trade partners make mere commitments guaranteed solely by their honor or reputation (excluding legal character). The right of the parties not to vest their agreement with legal character is, however, not infinite: whereas this right differs among national laws, it is at the very least clear that the parties cannot use this freedom to circumvent mandatory rules [63] whereas the latter depend on applicable law.

The above reasoning is not dissimilar to the doctrine of consideration, applicable in common law, which links the formation of a legally valid contract to an exchange of promises between the parties to be carried out via that contract. In this exchange the promisor shall reap a real benefit. [50] There is therefore an economic argument grounded in the formation of contracts in common law. From the element of ‘exchange of promises’ in the doctrine of consideration it is however clear that this element of reciprocity is more generally common to European contract law as a whole: in the contract law of most EU Member States, pursuant to the freedom of contracting and unless prohibited by the applicable law, the parties use legal contracts to regulate their respective substantial commitments one to another. In that sense, a contract is a legal act in that it creates legal obligations. [62] These commitments are legally binding so that they can be opposed in court by the aggrieved party. However, the content of the contract is legally binding only upon the parties to it pursuant to the principles of freedom of contracting, on the one hand, and of relativity of contracts, on the other hand. [63]

And in smart contracts?

Similarly to the box above, we need to distinguish the broad from the narrow view of smart contracts. In a narrow sense, smart contracts do not contain any legal obligations. They merely include lines of code dictating what will happen on the digital asset(s) being the subject matter of the contract once and if certain conditions materialize themselves. [54] The absence of obligations is a direct consequence of the way smart contracts are executed: because they are executed in an automated way, and not by humans, there is no need - and no use either - for a smart contract to contain an obligation for someone to do something. This description also applies to all smart contracts that are
merely proposed by an offeror and then accepted (or declined) by the other party with no prior interaction.

However, once again, the coded rules included in smart contracts can be the result of two or more parties agreeing on the performance of certain actions and agreeing to attach legal significance and legal effects to them. In this case, instead of relying on a mutual trust between them, the parties rely on the algorithm enabling the automated contract execution. [46] In this respect it is also worth pointing out that the element of ‘consideration’ required in common law contracts would be, in the smart contract’s world, the performance itself: by their very nature, smart contracts imply the exchange of digital assets between two or more parties, which means that the material element of the doctrine of ‘consideration’ is always satisfied. [50]

Lastly, many jurisdictions based on the Romano-Germanic and the Anglo-Saxon legal families identify the conclusion of a contract when an offer made by one party is accepted by the other party. [50] This principle is also recognized in the DCFR. [63] As evidenced in the DCFR, the offer and acceptance scenario can be alternative to a scenario whereby two parties just exchange their wills to contract and come up with a set of legally enforceable rules without there being an offering and an accepting party. The opposite is not true, however: offer-and-acceptance types of contracts always imply the intention of both parties to enter the contract. The reality is simply more blurred than either archetype: some contracts are just offered and accepted with no negotiations (such as most public and private service contracts to consumers); others still entail an offer but are followed by negotiation as to the precise terms of the agreement.

Contract law foresees many ways through which a party’s offer can be considered as accepted by another party. The basic scenario is to have one party explicitly communicating to the offering party that she accepts the offer. Different types of contracts call for different approaches to handling acceptance, such as: getting onboard a train equates accepting a public transport contract; inserting a coin in a vending machine equates accepting a contract for the sale of a good; etc. [63]

### And in smart contracts?

The offer-and-acceptance mechanism can work in a smart contract scenario just as well as a typical meeting of wills of the parties, as explained in the previous point. The smart contract in a narrow sense - i.e., the coded conditions - is just the material medium through which the will of the parties is certified, and hence any traditional offer-and-acceptance dynamic that happens in the pre-contractual phase is compatible with a smart contract.

What is trickier is how to translate into a smart contract scenario the actual conclusion of the contract stemming from one party accepting the other party’s offer. In other words, what action by the accepting party provides the necessary conditions to consider the initial offer accepted, and hence the contract concluded? How do offer and acceptance materialize themselves in the mechanics of a smart contract? Discussion on this point comes down to establishing when exactly a smart contract expected to be vested of legal character is concluded. This brings up the question of timing of consent, which is another way to look now in which the offer is met by an acceptance.

It could be argued that the concepts of ‘offer’ and ‘acceptance’ are attached to two of the key steps involved
in setting up a smart contract: deployment and call. The deployment - or ‘posting’ - of the smart contract on the blockchain by one user (the offeror) could be seen as the ‘offer’, since it is the step through which the offeror enables the other party to trigger the performance of the contract by calling its functions. In practice, the offeror publishes in the distributed registry of the blockchain a proposal to conclude a contract on a web page, generally signed with its private key, and accompanied by a link to the code. [50] Once the other party sends an electronic message, signed with its own key, she would be accepting the offer and the contract would be considered as concluded. [65]

This is however only one of the possible avenues that national contract law may take. Another one could be to consider the deployment of the smart contract as an invitation to engage into a contract, and not as a formal offer that triggers the other party’s acceptance. [65] However, an argument can be made that the former approach makes more sense given the nature of smart contracts and their fundamental difference with traditional contracts in human language. The increased level of trust formally placed in smart contracts derives amongst other things from the immutable character of its content. In other words, once the logical connection between conditions and outcomes are written in code and deployed on the blockchain, there is no room for further negotiation. Because of this immutable character, it would make sense to equate ‘deployment’ with an offer, and not simply with a request to negotiate, because the deployment does not admit revisiting the terms of the contract. In this respect, therefore, by calling the smart contract in the blockchain the counterparty would be understood not merely as accepting the invitation to negotiate, but as accepting the terms of the contract, because through that call the execution of the smart contract would begin.

Some authors suggest that this perspective could be pushed as far as envisaging that the offer-and-acceptance mechanism could be completed even when the acceptance stage is not executed manually by one party, but electronically by the software based on a previous ‘meeting of minds’ between the parties. [50] Conversely, other authors hold that it is the ‘mutuality’ of the exchange that is missing in smart contracts and that deprives them of legal character. [66]

In any case, a contractual clause strictly preventing any right of recourse of (one of) the party(ies) would typically be null and void and deprived of any legal effect.

**4.2.1.2 Validity of smart contracts**

After establishing that smart contracts can belong to the realm of contracts in a legal sense from the perspective of the parties’ will to engage in a contractual relationship, we shall examine whether smart contracts can satisfy substantive and formal rules related to contract validity. We first examine substantive rules of contract validity, and in particular rules related to: (a) valid consent and vitiated consent; and (b) automated or manual activation of contracts.

*Valid and vitiated* consent are issues that are closely related to the existence of the will of the parties. If a party is willing to agree on specific terms, she is ready to give her consent to those terms. Consent is deemed to be valid when it is freely given, without any manipulation or coercion by the other party or a third party. In such a situation the initial will of the party concerned corresponds to her consent to the actual terms of the agreement. Conversely, consent is vitiated whenever a factor intervenes that makes
one party give consent whereas she would most likely not absent that factor. Examples are mistakes as to facts or law; [63] incorrect information or ‘misrepresentation’; [67] fraud [68, 69]; and violence or threat. [70, 71]

Depending on the applicable law, different factors are considered as vitiating one party’s consent to a contract, and different legal consequences are drawn from establishing that a certain factor played a role.

And in smart contracts?

We saw earlier that a pre-contractual phase can certainly precede the conclusion of a contract that is translated into a smart contract. In theory, therefore, applicable rules related to valid and vitiated consent would apply to such a pre-contractual phase. However, it is likely to be much more challenging to (a) ascertain instances of vitiated consent to smart contracts; and (b) draw the necessary consequences.

First, smart contracts are written in computer language, and it may be argued whether each party to the contract fully understands the terms she engages to. That is likely to depend on the extent to which the contract is negotiated in prose before being written in the form of code. Factors such as mistakes as to law or facts; inaccurate communication; and incorrect information are therefore likely to play a role, but it may not be straightforward to ascertain them.

Second, even if one were to ascertain that any of the above factors vitiated one party’s consent, the extent to which consequences can be drawn from this leads to an unsettled debate, i.e., the degree of permeability of the smart contracts realm to the traditional system of remedies (see more on this further below).

Information duties may mitigate this challenge. For example, to the extent that a given smart contract falls within the meaning of ‘distance’ or ‘off-premises contract’ referred to in Article 6 of the Consumer Rights Directive, [72] a consumer would be entitled to require adequate disclosure of information in the pre-contractual phase. This is likely to be very relevant in case of contracts involving individuals and parties such as banking and financial institutions; companies providing targeted marketing services; etc. From a general point of view, some authors call for a balance between, one the one hand, duties to disclose as much information as possible in the pre-contractual phase, and on the other hand, a presumption as to the unvitiated consent of the parties to a smart contract. [74]

The last element concerning substantive requirements of validity is about the ‘entry into force’ of smart contracts between the parties and the fact that smart contracts can also be activated in an automated manner through the intervention of oracles, i.e., differently than the case where one party activates them by performing a call. [74] This appears to be an issue specific to smart contracts and with no equivalent in traditional contract law since it stems directly from the technical infrastructure that makes automated activation of smart contracts possible. It is not difficult to conceive why one may be discouraged from recognizing automated activation as a legal method for exchanging consents: the automatism is machine-driven, which is something prima facie alien to the very concept of ‘consent’, which should be expressed by a human act. However, this argument risks offering a short-sighted view of the smart contract flow: the automated activation does not substitute itself to the free will of the parties involved, which, as we saw
above, can be expressed in an adjusted version of the offer-and-acceptance mechanism at work in traditional contracts whereby the acceptance is manifested differently than with a call by one party.

In this sense, the automated activation is just a technical enabler that facilitates execution. Therefore, to not recognize automated activation through oracles as complying with the requirement of free and uninvitated consent might unduly limit technical progress and uptake of smart contracts in the data economy. Legal uncertainty may arise insofar as different jurisdictions take different approaches to this question.

4.2.2 Enforceability

Any discussion on the enforceability of smart contracts needs to acknowledge that the approach to enforcing smart contracts is inherently different to the approach to enforcing traditional contracts. This has to do with the infrastructure sitting behind smart contracts: differently from traditional contracts, which generally require action from one or more parties to execute, smart contracts execute automatically upon the materialization of the conditions and circumstances linked to the envisaged outcomes, without the need for the parties to have recourse to traditional enforcement mechanisms. These mechanics work thanks to the blockchain. A smart contract includes logically interconnected statements that are expected to be triggered when a given condition is produced. As soon as this happens, the corresponding statements in the smart contract are activated, which translates into transactions being executed and validated in the blockchain. [75]

The blockchain mechanics are in principle suited to solving legal and practical challenges linked to contract enforcement: from the legal point of view, automated contract execution can reduce drastically the instances of unpunished breach of contract, potentially leading to higher legal certainty between commercial partners and spreading higher trust that may encourage businesses to enter commercial transactions. [76] Both bona fide and voluntary breaches are prevented: because the performance of smart contracts does not depend on the parties’ own performance, the execution is not subject to human error or subjective discretion; at the same time, because the performance of smart contracts does not depend on the willingness of the parties to abide by their terms, smart contracts prevent opportunistic behavior, such as ‘efficient breach’. [46]

From a more practical standpoint, because of higher compliance with contractual terms, the parties are likely to spend less time and resources in contract performance monitoring, lawsuits, and remedial actions. [46, 56, 75, 77] Authors also suggest that smart contracts have the potential to improve and make more efficient even traditional enforcement mechanisms, such as online dispute resolution (ODR). [77]

4.2.2.1 Consequences and challenges related to immutability

The blockchain-based nature of smart contracts has a consequence on the content of such contracts: once the terms are validated in the blockchain, they are in principle immutable, unlike in traditional legal contracts whose terms may be amended subject to both parties’ agreement. [54] As paradoxical as it may sound, the immutable character of smart contracts may be both beneficial and detrimental to legal certainty. As we just saw, immutability benefits the legal certainty of the parties about the execution of the contract. It increases trust as the parties know that a) in principle the terms agreed to are not going to change and b) they are going to be executed automatically by a technology (the blockchain) which does not depend on either party. [45] This works for the legal order created by a given contract between the parties. However, this legal order is not the only one to consider. To the extent that the parties want the
smart contract to have legal effects for them, the contract does not operate in a vacuum, but within a much larger legal order that is all but immutable.

Depending on the subject-matter of a smart contract, provisions of administrative law and private law may apply to the very terms agreed to by the parties. This triggers two issues: first, the need to ensure pre-deployment compliance before creating the smart contract; and second, the need to ensure continuous compliance of the smart contract. We tackle both issues in succession.

As to pre-deployment compliance, in principle it is an easier problem to tackle than continuous compliance because it requires the usual due diligence of the parties involved in a pre-contractual relationship vis-à-vis the law, making sure their terms are in keeping with the applicable legal framework. This requires that the parties observe their duties and, where necessary, are appropriately counseled. The main challenges concerning pre-deployment compliance relate to the transformation of terms expressed in human language into code, which we discuss in the next section.

As to continuous compliance, it is easy to see why the immutable character of smart contracts may be detrimental to legal certainty: the smarter contracts are shielded from the evolving legal framework that applies to them, the more the parties risk being kept in the dark as to whether or not the terms they agreed to are (still) permissible. Due to the inherent functioning of contractual terms validation in a blockchain and to the technical difficulties to update smart contract code, to update a smart contract after its deployment is not an easy task, yet it is arguable that it is necessary to foresee a way to do so, especially to the extent that smart contracts become increasingly relied upon in all sort of transactions, including data transfer agreements and provision of data processing services such as those envisaged in data marketplaces such as TRUSTS. It is arguable that it is desirable that this kind of transactions are not merely construed as ‘gentlemen’s agreements or agreements deprived of legal force, because, with the expectedly increasing volume of such transactions, such an approach could eventually lead to conducting most data-related transactions in a legal vacuum. It is desirable that this type of transactions is regulated by smart contracts concluded with the intention to legally bind the parties to them and, for this reason, the smart contract phenomenon calls for a solution to ensuring continuous compliance. The most investigated solutions so far are two: a) allowing updates by the parties ex post; and b) allowing updates through publicly available legal databases. We discuss each approach below.

An approach that allowed updates by the parties ex post would require little to no large-scale infrastructural investments, as each set of parties would be called to ‘police’ their own contracts. This approach, however, has several downsides. First, from a legal policy perspective, it relies heavily on the parties’ willingness, preparedness, and responsiveness to incorporate novel legal provisions into their contracts. Whilst the pre-contractual phase already implies to a certain extent trusting that the parties will not agree to illegal terms in the first place, it is likely that not all parties will be as diligent about the legal framework in force du laid out ring contract performance as they may have been during contract formation. Moreover, whilst the deployment of a contract can be subject to a certain degree of scrutiny capable of spotting potential illegalities, no such filter would exist during contract performance. This approach is therefore likely to lead to fragmented continuous compliance. Second, the simple possibility for the parties to amend the terms of the contract ex post is precisely what the concept of blockchain-based smart contract intends to avoid, i.e., interference of the parties with contract execution and increase in trust on the terms agreed to. To be sure, such interference would be warranted by the need to comply with new law, but how to ensure that the parties do in fact limit themselves to this? It would require mutual monitoring and potentially lead to uncertainty, which is exactly what smart contracts are expected to reduce.
Differently, an approach that allowed updates through publicly available legal databases would likely materialize itself in a public infrastructure to which smart contracts would be connected, most likely via Application Programming Interfaces (APIs). This solution in the EU context would require substantial effort to bring together the official journals of the EU and of all Member States into a constantly updated electronic database. National and EU contract law would be enough for purely internal smart contracts, but cross-border transactions, such as those likely to be concluded in the context of TRUSTS and similar data marketplaces, would require access to legal updates in multiple jurisdictions. Then the system should be constructed in such a way that the smart contract automatically updates its code after ‘calling’ the relevant updates shared in the form of code in the database. Such a solution has the downside that it requires all smart contracts with legal force to be connected to a database encompassing the whole EU and that needs to be timely and reliable to share legal updates. However, such infrastructure could in principle be envisaged in the framework of the recent and future EU initiatives promoting digitalization in the realm of cross-border civil and commercial justice. [78]

4.2.2.2 Remedial action

The two aforementioned approaches could contribute to minimizing the extent of the divergence between smart contracts and the applicable legal framework. Moreover, contract drafting techniques, such as those that envisage sufficiently vague provisions to accommodate possible legal developments, may also contribute to reducing legal tensions to a minimum. However, the possibility that smart contracts lead to illegal outcomes or that require ex post enforcement exists and needs to be considered. We sketch here how the law could respond to this need through a system of remedies, which would not be focused on enabling one or more parties to seek redress (in the form of pecuniary compensation, specific performance, etc.) for a breach of contract by another party [45] - as in traditional contract law - but rather on remedying outcomes that are against the law. [45]

First off, it is worth reminding that any remedial strategy would need to be an ex post strategy, since by definition the remedy would be imposed upon the materialization of a given outcome. Part of the literature argues that ex post dispute resolution is the only phase where the human connection can occur in smart contracts. [54] While the pre-contractual phase, as we showed above, can also be human-centric, it is true that the human intervention to fix outcomes produced by machines can be especially problematic. This calls into question the competence of judicial authorities. The legal character of the contract implies a right of recourse of the parties before judicial authorities (and sometimes administrative authorities) to have the contract enforced and to resolve disputes related to it. This entails that the counterparty is not entitled to circumvent this right of recourse. As a rule, the parties have a certain leeway to regulate this matter by contractual means to a degree depending on the subject matters and on the branch of law concerned. For instance, they may as a rule disregard courts’ authority to the benefit of legally recognized alternative dispute resolution means (e.g., arbitration courts). This uncertainty is reflected in some authors’ argument that it is still too early to envisage what course of action public authorities would choose since the smart contract phenomenon is barely starting, [45] and still much in its infancy especially in the EU digital internal market.

4.2.3 Language and interpretation

As stated repeatedly, one of the most striking differences between smart contracts and traditional contracts is that smart contracts are written in the form of code. Smart contracts can also be represented in natural language - and, after all, they are the coded result of negotiations that happen in natural language - but such representation would be merely auxiliary to the language embedded in the smart
contract validated in the blockchain. The self-sufficiency of the code can be interpreted as meaning that the code itself is the ultimate arbiter of the smart contract, and that smart contracts are not meant to be interpreted by agents coming from the outside. [46] This feature would benefit interpretation because the less ambiguous the contractual terms, the smaller the room for disputes and the need for ex-post interpretative tools. [45, 51, 73]

However, this does not mean that smart contracts can render the topic of contract interpretation entirely irrelevant. Part of the literature even argues that smart contracts are by nature incomplete and ambiguous precisely because they are based on code. [79] There are indeed two caveats worth exploring: a) first, because the smart contract may well reflect a given will that the parties have formed in the real world, negotiating on the basis of natural human language, the question arises as to how to translate into code non-binary legal terminology, such as ‘reasonableness’, or ‘good faith’; and in general, the issue is to make sure that the code can adequately capture the nuances of the parties’ will; b) second, the code of the smart contract may include errors, potentially also due to misunderstandings between the ‘abstract’ formation of the contractual terms and their translation into code. Code may also be subject to bugs and flaws. [46] We tackle both points in succession.

4.2.3.1 The challenge of translating human legal language into code

Smart contracts are the first example of contracts whose execution is based on terms written in a language other than human language. Computer code is inherently different from human language not really because of its material manifestation, but because it is deterministic and conceived to convey just one given meaning, whereas human language is rarely shielded from ambiguity and the need for interpretation. [51, 79] Legal language being a subset of human language, it has been observed that, in order to shield contracts from the courts’ interpretative leeway, common law contracts are generally more detailed and hence less ambiguous than civil law contracts, usually shorter and much more reliant on the application of general principles of contract law in court. [79] This has led some authors to hold that smart contract language is in principle closer to the language of common law contracts than civil law contracts. [79]

Computer code, however, remains inherently different. In accordance with the conditions-based structure of smart contracts, it is particularly suited to drafting in the form of “if condition ‘a’ applies, then consequence ‘b’ occurs”. This might highlight a potential tension: while common law contracts and smart contracts tend towards the same outcome - i.e., be self-explanatory and reduce the scope for judicial interpretation - they do so via two very different approaches: because they are based on human language, common law contracts need to be very long and detailed to foresee any possible element; conversely, smart contracts tend to be very short successions of conditions. Hence the questions: are smart contracts - hence: code - in actuality suited to regulating very complex contractual relationships between the parties? Are smart contracts only suited to regulating basic transactions, or can they be rather easily built and used to replace the complexity of potentially any traditional contract? These questions trigger the ability of smart contract code to capture the nuances commonly found in contracts based on human language.

One situation in which this ability may not be straightforwardly available is the translation of typical civil law concepts into smart contract code. The concepts of ‘reasonable efforts’; ‘proportionate means’; ‘good faith’; ‘best endeavors’, etc. are examples of notions that, to be operationalized, need the recourse to human judgment and appreciation, which sit at odds with computer code. In civil law jurisdictions the conclusion of a contract also involves for the parties the duty to comply with the law applicable to their agreement even without any mention in the contract: [63, 80] the most fundamental complementary legal duty is the duty of good faith [63] which applies throughout the lifecycle of the contract. [51] The content
of the duty of good faith as well as the sanctions in case of breach depend on the national law, on the branch of law at stake and on the quality of the contracting parties. [63] In civil law jurisdictions the duty of good faith is considered as a complementary duty of the party when performing its contractual duty. It also usually entails the obligation for the aggrieved party to mitigate its damage or at least not to aggravate it. A contrario breach of the duty of good faith may in certain circumstances qualify for an abuse of right on behalf of the creditor.

How to include these principles in smart contracts-based transactions? Legal scholarship has not reached a consensus on this issue, and it is not even clear whether such a principle should have any bearing on the smart contracts’ ecosystem. [51, 52, 81] Attempts to ‘force’ these principles into smart contracts may turn out to be inefficient and costly, to the detriment of the utility of smart contracts. [52] In this sense, smart contracts may lead to the appearance of a code-driven bias, i.e., that instead of attempting to make the code fit the parties’ will, the parties will need to fit the constraints of computer language. [51] If this happens to be the prevailing trend, there is also the risk that smart contracts either start to be used as an alternative to the legal order - which, as mentioned above, is not a desirable outcome because it would deprive many parties, especially vulnerable ones, of the protection granted by the law; or are confined to regulating only those transactions that do not present too high a level of complexity. In line with the European Parliament’s recommendations, some authors highly recommend drafting ad hoc legal rules to capture smart contracts to avoid undesirable outcomes and to exploit the potential of the phenomenon in terms of legal certainty, enforceability and interpretation. [50, 51] The code-driven bias mentioned above, however, may only be one outcome of the tension between natural and computer language: the more drafters realize how difficult it is to translate commonly used legal terms into code, the parties may increasingly become aware of the ambiguity of natural language and be incentivized to better define their intentions. [79] In other words, the constraints of smart contracts may drive precision and clarity from the very source of the agreement.

Coming back to general principles of contract law, it can be argued that such principles, even when they are not formally coded into the contract, still do affect the lifecycle of a smart contract in two ways: a) first, they regulate, to an extent that depends on the principle at issue, the pre-contractual relationship between the parties, i.e. the phase before the contractual terms are drafted into code; b) second, when the law of the land recognizes them as part of general contract law, these principles ought - at least in theory - to be complied with during contract performance or the smart contract will be executing outside the realm of the law. However, this begs the question of how such compliance should occur given that smart contracts self-perform. Simply put, the execution strictu sensu of smart contracts cannot be affected by such general principles because it is an immediate, condition-based operation triggered by computers. ‘Good faith’ is an inherently human principle that loses all its meaning when the execution does not even depend on the will of a human being.

Because of the above challenges, one suggestion is to accompany the smart contract with a human language ‘equivalent’, which enables non-expert third parties - such as courts, should it be needed - to understand the contractual terms. [74] It can be argued that such human language representation may even be necessary, especially in the early stages, also to the parties themselves. It is not possible to conceive that all parties likely to engage in a smart contract have the technical skills to agree to coded terms before having them written down ‘on paper’.

4.2.3.2 Challenges and implications stemming from coding errors or ambiguities

The above paragraphs have tackled a situation whereby there is an objective difficulty in translating terms coined to be used by humans into a language used by computers. This difficulty may result in a discrepancy between the will of the parties and the contract. However, discrepancies may also result from less visible
inconsistencies, such as when the party making available the smart contract assumes to be translating the will of the parties correctly and in its entirety, but in fact does not; or when the coding process exposes errors or flaws. Because there exists no ad hoc legal framework regulating smart contracts, such an occurrence is not accounted for in current law and leaves much uncertainty. [51, 54]

Moreover, we should also consider that the very premise of the above discussion concerning the switch from natural to computer language - i.e., that code is unambiguous - is not entirely true. At first glance, because computer code is based on conventions that always produce the expected result, it may seem that they are shielded from ambiguity. But as Grimmelmann highlights, the conventions on which computer code is based are themselves a social construct - but the ‘social element’ appears below the surface, whereas it is starkly evident in natural language. [79] Regardless, we would argue - as the author himself does - that computer language is a step towards effectively reducing ambiguity, if only because the meaning of linguistic constructs in computer language is far more ‘finite’ than any equivalent in natural language. [79] As long as the social constructs behind the programming language chosen to implement smart contracts hold, smart contracts will continue to be less ambiguous than contracts drafted in human language.

Carrying over one proposal from the former paragraph, one solution could be to envisage programs that translate natural language into code and vice-versa. [51] Although prone to errors themselves, such programs could nonetheless reduce the margin of error because the translation would be made by computers and not by humans.

4.2.4 Cybersecurity risks

Cybersecurity risks are amongst the potential downsides of smart contracts, or at least the areas that may decrease their effectiveness and uptake. [52] Cyber risks are generally different depending on the blockchain model chosen, i.e., public (or permissionless) blockchain vs. private (or permissioned) blockchain.

Public blockchain are based on shared computational power and, with no safeguards, the party or parties that come to control most of the computation power could theoretically affect the validation process guaranteed by the blockchain itself and rewrite its content. [56] Advanced security methods, such as proof of stake consensus, are possible remedies to the vulnerability of public blockchains. [56] Private blockchains try to solve this issue by adopting a zero-knowledge proof model, whose logic is not too dissimilar to the concept of multi-party computation in that the system can ensure the validity of a smart contract without disclosing information about the parties and other transaction details. [82] This capability relies on public parameters. Should someone be able to retrieve the random numbers those parameters were obtained from, they may compromise the security of the whole system. [82]

From the legal standpoint cyber risks are also particularly relevant. First, cyber risks threaten compliance with data protection principles, in particular data security. In this sense, blockchains do not present risks that other typical cyber infrastructure has, such as a single point of failure, because the copies of the ledgers are conceived so that, if one is hacked, this will not affect the other copies. [74] This feature reduces the risk of exposing the data to unauthorized parties, thus contributing to implementing the data security principle. [83] However, the risks sketched above with regard to public or private blockchain models need to be addressed to systematically uphold this principle.

Second, cyber risks may be problematic from a legal policy point of view to the extent that they threaten the good faith of the parties to the contract and undermine legal certainty. If a given cyber risk were to be
found particularly significant and common, it could threaten the uptake of the technology but in parallel also make it more difficult for the technology to uphold the principle of legal certainty in the realm of contract law through smart contracts. The increase in legal certainty promised by an ideally near-perfect functioning of smart contracts would remain illusionary. It is too early to evaluate whether cyber risks concerning blockchain-based smart contracts have the potential to become that significant, but if they were to be, the consequences on the legal system smart contracts are embedded in would need to be closely monitored.
5 Smart Contracts in TRUSTS

5.1 Data Transactions and Smart Contracts in TRUSTS

Transactions in a data market are carried out between two participants. Generally, data is exchanged within a transaction. However, it is also possible to offer various services via a data market, such as the one implemented with the help of TRUSTS components. As described in the architecture (Figure 3), there are nodes for users on one hand and nodes for companies on the other, which are used by the various participant groups to communicate with each other. Furthermore, the architecture contains an additional node, which is described as the Central Node. This node contains various components, such as a broker, through which users can find data records and services from companies. Once a user has found a suitable data set or service via the CKAN interface of his node, they can conclude a contract with the corresponding company and use this data set or service in accordance with the contract.

In addition to the broker, the Central Node has other components that require central hosting by the data marketplace. These components should include, among others, a blockchain. It is used to enable the execution of smart contracts within the data marketplace. All participants who can interact with the blockchain are also in a so-called blockchain network.

As previously explained in chapter 3.4, the participants in a data market can use smart contracts in such a network to define all the framework conditions of their relationships in a binding manner. As digital sets of rules, they are stored in the blockchain and are also automatically monitored by the system. When several participants have negotiated the terms of their cooperation and agreed on a set of rules, smart contracts can trigger the execution of agreed processes. The process is illustrated in Figure 5. For example, a smart contract can be used to automatically trigger the payment process between two participants once the recipient has received the record or used the service. To do this, the information flows between the participants must be recorded in a blockchain. The smart contract can then access this irrevocably stored information. If the data record was transmitted to the participant, this can be stored in the blockchain. The smart contract's logs, which are also stored, can - after verification - trigger a predefined payment to the supplier based on this information, with the payment transaction itself also being stored in the blockchain. In this way, the administrative effort from invoicing to payment instruction can be significantly reduced, as these processes no longer have to be carried out individually and manually but can be automated on the basis of the agreements made. Smart contracts thus bring automation and intelligence to this system in addition to data protection [29].

Figure 5: Smart Contract Lifecycle.
Another advantage is that no intermediaries are required between the contracting parties when using smart contracts. Here, the various contracting parties rely on the processes stored in the program code and the automated exchange of services based on blockchain technology. The administrative effort and processing time for control on the part of an intermediary are thus also reduced by its omission. As a result, the effort required to monitor contract compliance is also reduced, as this is no longer handled by a central office but by the automated processes of the smart contracts. Once set up, the smart contracts can automatically check the proper fulfillment of contractual obligations for each transaction and trigger or reject the corresponding transactions [9].

Within TRUSTS, this is an essential aspect, as it allows the fulfillment of policies for a contract to be guaranteed. This also benefits the use cases of TRUSTS, in which data exchange and the use of third-party services play an important role.

To be able to describe the technical implementation of a blockchain component with smart contract execution more in detail, the requirements must first be explained more closely. This is done in the subsequent section.

5.1.1 Requirements

For the technical implementation of a blockchain component with smart contract execution, requirements for the components are defined below, through which they can be used in a TRUSTS-based data market. The requirements are divided into two categories: functional requirements and technical requirements. The latter can be derived from the functional requirements.

5.1.1.1 Functional Requirements

The functional requirements for the technical implementation of a blockchain component with smart contract execution are described in deliverables D2.2⁴ and D2.3⁵. The first requirement is FR10: The system should provide contract mechanisms as a validation means of sellers'/'buyers' agreements. The FR states that the component should provide contract validation capabilities to allow participants in a transaction to have their agreement validated. The next functional requirement, FR11, states that "The system should ensure the integrity and authenticity of the smart contracts transactions signed by its users. In other words, the system must ensure that when a participant executes a transaction, the integrity and authenticity of that transaction can be guaranteed using smart contracts." FR12 states that: Smart contracts in the system should be accompanied by a human friendly representation (i.e., natural language). This means that the smart contracts must be able to be reflected in a human-readable contract in natural language. FR14 specifies: The system should encompass mechanisms for keeping transactions from being infringed. So, transactions must not be violated or broken by any of the participants. The system should provide mechanisms for this. The last functional requirement, FR15, states: The system should provide the ability to connect to billing mechanisms for enabling consumers to pay providers according to the agreed smart contract.

These functional requirements specify various conditions that should be met in order to operate a blockchain component with smart contract execution in TRUSTS. In the following section, technical requirements are derived from the functional requirements.

### 5.1.1.2 Technical Requirements

Various technical requirements can be derived from the functional requirements and technical characteristics of blockchain technologies, which are listed and described in more detail below in Table 1. The requirements reflect the foundation for a technical implementation.

<table>
<thead>
<tr>
<th>Requirement</th>
<th>Explanation</th>
</tr>
</thead>
<tbody>
<tr>
<td>Blockchain</td>
<td>The blockchain is the central component when it comes to executing smart contracts. Through various technologies, which a blockchain has by definition, it is possible to fulfill FR10, FR11 and FR14. In addition, the blockchain must be able to execute smart contracts.</td>
</tr>
<tr>
<td>Permission</td>
<td>There are two variants of how the blockchain can be operated: public (permissionless) and private (permissioned). Public blockchains are, for example, the Bitcoin or the Ethereum blockchain, to which everyone has access. Private blockchains are used in delimited networks, such as companies, where only a limited number of participants are allowed to interact with the blockchain [84].</td>
</tr>
<tr>
<td>Smart Contracts</td>
<td>Smart contracts must be defined in advance by the parties of a blockchain network. For this purpose, contracts must be agreed upon at the beginning. Subsequently, these can then be transferred into the so-called chaincode [87]. This allows FR12 to be fulfilled.</td>
</tr>
<tr>
<td>Type</td>
<td>There are two types for smart contracts: On-Chain &amp; Off-Chain [27, 28]. Each type offers its advantages and disadvantages, which must be considered for the technical implementation of a blockchain component with smart contract execution.</td>
</tr>
<tr>
<td>Node</td>
<td>The blockchain has consensus mechanisms that ensure the integrity of the blockchain while adding a new block to the chain. This satisfies for example FR14. However, the realization of a consensus mechanism is only possible if multiple instances of the blockchain are operating on different nodes within the data market or blockchain network [88].</td>
</tr>
</tbody>
</table>

Figure 6 graphically represents the process of adding a new block to the blockchain. In the initial situation, subscriber A wants to send subscriber B a data set. All the information from A's transaction is then written to a new block. Before the new block is appended to the blockchain, a copy of the block is sent to all blockchain instances in the network. Consensus mechanisms are used to validate the new block. This ensures that the entire chain is still valid afterwards. The new block can therefore be hung up after the chain, which means that the transaction has been carried out and participant A can send participant B the data record. The consensus mechanism is used in steps 3 and 4 in the figure.

The next section explains a concept for the technical implementation of a blockchain component with smart contract execution.
5.1.2 Technical Implementation

For the technical implementation of a blockchain component with smart contract execution, the choice of blockchain technology is primarily crucial. There are several technologies that can be used: Bitcoin, Ethereum, MultiChain, Tendermint, Hyperledger Fabric, Lisk, etc. Based on the functional and technical requirements, an initial selection can already be made here. The decisive factor for satisfying the permission requirement is that a permissioned blockchain technology, i.e., a private blockchain, is used. A data marketplace based on TRUSTS components is generally a closed marketplace. Participants need an access authorization in the form of a certificate to participate in the marketplace. Each participant is thus
identifiable. In addition, a private blockchain has the advantage that only one or more administrative instances are authorized and not all instances of the blockchain have the same rights [9]. This increases the security in the blockchain network from manipulation of the consensus mechanism. To further increase security, as shown in Figure 6, the blockchain component should be run on multiple nodes within the blockchain network. This can ensure the successful execution of the consensus mechanism, making it more difficult to tamper with the blockchain.

As already described in the technical requirements, smart contracts templates must be defined in advance and adapted to the corresponding human-readable contracts before they can be implemented in the respective chaincode of the blockchain. There are two types of smart contract implementations, which are described in more detail in the following Table 2.

Table 2: Chaincode types.

<table>
<thead>
<tr>
<th>Type</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>On-Chain</td>
<td>The smart contracts are executed on a runtime environment of the blockchain. They can be viewed by all, as they themselves are also stored on the blockchain.</td>
</tr>
<tr>
<td>Off-Chain</td>
<td>They are stored outside the blockchain. The smart contracts are also executed outside the blockchain. However, their process is not necessarily traceable. [27, 28]</td>
</tr>
</tbody>
</table>

Since TRUSTS is a closed data market, an on-chain approach should be chosen, especially in view of the high security requirements. Although this entails performance losses in the event of a large number of simultaneous transactions, the blockchain network retains full control over the smart contracts that are available on the network, and which are executed on the blockchain.

For the technical implementation of a blockchain component with smart contract execution that meets the various requirements in TRUSTS, Hyperledger Fabric is the most suitable blockchain technology. Hyperledger fabric is an open source blockchain technology under the Linux Foundation. It is based on a modular and permissioned architecture and is thus capable of operating as a private blockchain. It supports the execution of smart contracts, which can be developed for any application domain, regardless of the solution model. For example, the domains can be in the context of finance or data exchange. Hyperledger Fabric has low latency, which allows created transactions to be executed quickly, and has various consensus mechanisms that ensure the integrity of the blockchain. In addition, the private channel is an important feature included in blockchain technology to ensure security and privacy within a blockchain network. Only participants in a channel can see their own transactions, which in turn means that a TRUSTS data marketplace can only be operated with them.

5.1.3 Use in a TRUSTS data market

As explained earlier, several Hyperledger Fabric instances are to be operated as separate and independent components in the data market. In order to be able to store transactions on the blockchain and trigger smart contracts, TRUSTS requires a component that serves the blockchain interface. Referring to the TRUSTS architecture (see Figure 3), CKAN is, besides others, an appropriate tool for this purpose. CKAN is

a data catalog which helps organizations publish and manage their records and services, as well as search for records and services (resources). Via the user interface, once a user has found a suitable resource in its own CKAN UI, the user can negotiate a contract with the provider. Once an agreement has been reached, the user can use its Dataspase Connector (DSC) to request the resource. The DSC connects to the corporate node where the physical location of the resource is. A DSC within the corporate node responds to this request. This second DSC uses, in this example, the corporate CKAN instance to get the resource. But before CKAN is returning any resource, it connects to the blockchain via its Smart Contract Client and uses the Hyperledger Fabric's API.

The Hyperledger Fabric's API is to create a transaction on the blockchain that includes the terms of the request. CKAN is then able to verify these terms by triggering an appropriate smart contract. So, depending on the usage and contract, the company who runs the corporate node triggers appropriate smart contracts on the blockchain using transactions to verify the terms of the contract. For example, if a user and a company have agreed that the user may use a service from the company 10 times for a fee X, the company can create a transaction each time the user requests the service, which in turn triggers the execution of a matching smart contract on the blockchain. This contract verifies whether the user is authorized to use the service or not. The feedback from the smart contract is then transmitted back to the company. As a result, the company can allow or deny the user to use the service. Figure 7 illustrates the process with a sequence diagram.

![Figure 7: Trigger a smart contract](image)

This section uses definitions and examples to define requirements and formulate a technical implementation of a blockchain component with smart contract execution, as well as describing the application in the TRUSTS data marketplace. In the following section, the risks and disadvantages of smart...
contracts are examined in more detail. Chapter 0 provides an overview of privacy and security for smart contracts, in which various security mechanisms are examined before chapter 7 presents the practical implementation of this concept by means of a smart contract demonstrator.

### 5.2 Complications of Smart Contracts in TRUSTS

In this section, several issues, risks, defects, and drawbacks of blockchains and smart contracts are identified that can arise when a blockchain is operated and participants take part in a blockchain network.

#### Risks and Drawbacks

The following list is based on the work of Christidis and Devetsikiotis [9] and describes several risks and drawbacks using blockchains and smart contracts in practice. Each of the issues is described in more detail in the following Table 3.

<table>
<thead>
<tr>
<th>Risk</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Lower Performing</td>
<td>Compared to a properly configured central database solution, a blockchain solution is typically lower performing. This results in higher response times and lower throughput when processing transactions. In addition, adding a new block cannot be parallelized because each node performs the same task. This situation is even more pronounced in blockchains that use smart contracts.</td>
</tr>
<tr>
<td>Privacy</td>
<td>Maintaining privacy in the blockchain is a complicated issue. Each participant in a blockchain network is identifiable by its public key (or its hash). A participant does not need to know the key from every other participant, only the key of its transaction partner. However, all transactions in a blockchain take place visibly for all partners involved in the blockchain network. By analyzing this data, an interested party can identify patterns and make connections between addresses, eventually drawing informed conclusions about the actual identities behind them. There are some options to mitigate, but not eliminate, this problem if privacy is important to the application in question.</td>
</tr>
<tr>
<td>Compromised</td>
<td>Another aspect to consider when setting up (or participating in) a blockchain network is the formation of groups that can compromise the blockchain. A participant is not able to forge a transaction or rewrite the history of the Blockchain. However, a participant can prevent a new, valid transaction from being added to the blockchain. This is generally prevented by the consensus mechanism, however, the number of nodes deciding on the validity of a transaction is usually significantly large. However, if several participants join together to form a group and the size of the group reaches a certain threshold up to which a consensus mechanism can prevent the compromise of the blockchain, the risk increases that transactions will be censored by being rejected by the group and thus not ending up in the blockchain. The nodes of the participants to be decided must therefore be chosen carefully to minimize the likelihood of collusion between them.</td>
</tr>
</tbody>
</table>
In a private network, therefore, legally binding contracts should be signed in advance so that collusion among participants is appropriately penalized.

Legal Enforceability

The legal enforceability of smart contracts is limited. Work is ongoing to make the technical rules of smart contracts legally enforceable and binding on all parties. Until then, what happens if, despite the verifiability of the entire process, a transacting entity doubts the outcome of a smart contract operation? One way to increase the chances of legal enforceability is to include a reference to the actual real contract in the smart contract and vice versa. This process is called "double integration." In the event of a dispute, you can reference the hash stored in the smart contract, then present the real contract (the authenticity of which can be verified) and prove the link between the actions on the blockchain and the expected outcome in the physical world.

Full Autonomy

Full autonomy is a double-edged sword: before deploying a smart contract on the chain, one should carefully consider its logic; one should also include fail-safe mechanisms in the code to avoid deadlocks. There may be smart contracts whose overall behavior can change based on user input. Or there may be a feature that allows a privileged user to delete the provisioned contract and remove it from the blockchain. However, if none of these precautions are taken, we are dealing with a system that can never be changed. This in itself is not a bad thing. But if a function in that contract is misspelled, all interactions with it cannot be undone. A simple example is a smart contract that is supposed to act as a depot box on the chain. One can deposit funds (units of a cryptocurrency) and also withdraw them. The person who implemented it on the blockchain did not provide fail-safe measures, such as a 'self-destruct' function that allows the contract to be removed and its funds confiscated. If the 'withdraw' function of the contract is misspelled (by mistake), all funds deposited into the depot box are irrevocably gone and cannot be retrieved.

Defects

In addition, Chen et al [86] discussed 20 defects that can occur in smart contracts. These were divided into 5 categories. The presentation of the defects goes into detail, so only a few defects are presented in Table 4 and only given a rough explanation. The authors focused their research for the paper on the blockchain Ethereum. However, the defects can also be applied to other blockchains with smart contract execution, as the functionalities are similar.

<table>
<thead>
<tr>
<th>Defect</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Unchecked External Calls</td>
<td>When calling functions in other smart contracts, network errors may occur, for example. Callback functions should take effect at this point, but their return values must also be taken into account by the caller to ensure the code logic.</td>
</tr>
<tr>
<td>Unmatched Type Assignment</td>
<td>As with other programming languages, it is important to choose the right data type. This makes the execution of a smart contract more efficient on the one hand and more secure on the other.</td>
</tr>
</tbody>
</table>
Transaction State Dependency
Smart contracts must validate whether the person who called the contract is authorized to call it or certain functions in the contract at all. If the verification is incorrect, this can have serious consequences.

Unused Statement
As in classical programming languages outside of smart contracts, the following applies: unneeded variables and statements should be removed.

Hard Coded Address
Since smart contracts cannot be modified after their deployment, hard-coded addresses in such contracts can lead to vulnerabilities.

The complications highlighted must be taken into account when operating a blockchain component with smart contract execution in TRUSTS in order to increase security for the data market and prevent data misuse. In the following chapter, security aspects and data protection of smart contracts are considered in more depth and various security principles are presented.
6 Smart Contract Privacy and Security

This chapter focuses on the privacy, security, and integrity of smart contracts. The privacy subchapter goes into detail regarding related privacy preserving technologies applicable to smart contract systems and provides some context on terms such as privacy and confidentiality. The security subchapter describes security principles, common vulnerabilities and past practical attacks related to smart contract and blockchain systems. The integrity subchapter provides some discussion on how integrity is enforced in smart contract and blockchain systems, as well as how the introduction of privacy preserving technologies can complicate matters for integrity.

6.1 Privacy of Smart Contracts

This subchapter covers the privacy of smart contracts, including a contextualization of the area and terms such as privacy and confidentiality, as well as private and consortium blockchains, along with a description of some of the more prevalent privacy preserving technologies in the area of smart contracts.

6.1.1 Privacy Preserving Smart Contracts

A smart contract, when executed as a blockchain application, must operate within the context of said blockchain. Blockchains were not designed to cater to data privacy concerns. The blockchain was intended to be used to verify integrity and legitimacy using a chain of transactions that is rooted in strong cryptographic hashes. All data on such a blockchain is totally available, in unencrypted form, to all of the blockchain’s participants. This provides a substantial obstacle for applications which possess a data privacy requirement.

6.1.1.1 Private and Consortium Blockchain Variants

Alternative variations on the blockchain have been developed to address privacy concerns. The private blockchain model opts for a more centralized approach to that of the original blockchain model; the private blockchain is managed by a single organization or authority. Enforcement of the privacy of operations as well as the ability to alter past transactions are benefits of the private blockchain. The consortium blockchain is quite like the private blockchain, with the chief difference being that it is managed by multiple organizations. Both private and consortium blockchain cases need to enforce data privacy somehow; sensitive data cannot be visible to all members of a blockchain, even a private or consortium variant.

6.1.2 Smart Contract Privacy Vs Confidentiality

Privacy, as the term pertains to smart contracts, describes the protection of sensitive data against unwanted access by actors who should not be able view, consume, or buy it, as per the wishes or rights of the data owner. Many techniques are employed to enforce data privacy, such as zero-knowledge proofs and cryptography.

Confidentiality, as related to smart contracts, can be described as a scenario between a data provider and a data processor. The data provider allows a data processor, and only that data processor, to hold their data and to carry out some consented processing actions. For example, the data processor sharing the
data provider’s artifacts with a third party would violate confidentiality, whereas carrying out processing or actions which were not agreed upon would not violate confidentiality per se but would instead constitute misuse of the data. Violation of a data provider’s data confidentiality in a scenario such as this is, of course, intrinsically linked to a violation of the privacy of that same data.

6.1.3 Overview of Privacy Preserving Technologies for Smart Contracts

This section provides an overview of privacy preserving technologies in smart contracts and includes content from the Dell EMC whitepaper “Blockchain for Off-Chain Smart Contracts in an SAP environment - Trustworthy processing of private data ...” [32] to include some of Dell’s past solution ideas in this area. This section also provides content taken from the current literature in this area.

6.1.3.1 Encrypted On-Chain Data with Homomorphic Encryption

This approach involves the storing of sensitive data on-chain, in encrypted form. Given that the data is encrypted, a smart contract application cannot process it without being able to view the data in its unencrypted form. This presents the issue that, when the decryption operation is performed, all participants on the blockchain will have visibility of that operation which compromises the cryptographic keys used and the data itself thereafter. In order for this approach to work the smart contract would have to process the data while it is still in encrypted form by leveraging homomorphic encryption [33]. At the time of writing this, homomorphic encryption, though performant enough for small to medium scale applications, in a large-scale enterprise-level scenario efficiency may be a concern if using this technique, though it presents a strong solution in the future even at this scale.

6.1.3.2 Secure Multi-Party Computation

Secure Multi-Party Computation, or sMPC, is a cryptographic approach that can be applied to Privacy-Preserving Smart Contracts. The sMPC approach uses the standpoint that if sensitive data is split into specific subsets, so as to ensure that each subset is meaningless by itself, that computations can be done by separate actors on each individual subset of the data. The results of these computations can then be combined to provide the given output, with the actors doing the computing never having known the meaning of the input data [34]. In this case the input data can be seen as a Privacy-Preserving Smart Contract which requires some computation done.

Although theoretically extremely resistant to attacks (every single one of the input computing actors must collude to ascertain the meaning of the input), sMPC is not, presently, a fully practical approach - this is partly due to the fact that a communications bottleneck occurs if too many participants are present.

6.1.3.3 Secure Enclave

A Secure Enclave [41] conceals the state of a computer program and prevents external access to it, cutting-off the enclaved code from outside espionage or tampering. This secure enclave is provided by a Trusted Execution Environment (TEE), such as Intel SGX. The combination of Secure Enclaves with Asymmetric Key Cryptography provides one the ability to encrypt a Smart Contract using the Secure Enclave’s Public Key. Given that the corresponding Private key exists within the Secure Enclave the ciphertext of the Smart Contract can then be sent to that Secure Enclave, where decryption and processing of the Smart Contract can occur.

The chief issue with Secure Enclaves to date is that the Intel SGX chip is by far the leading hardware in terms of Trusted Execution Environment technology. This creates a heavy reliance for TEE on a single chip architecture; an issue compounded by a handful of recent practical attacks on SGX, such as those known
as *Meltdown* and *Spectre*. The argument against the Trusted Execution Environment is that it is a hardware-based approach, rather than a cryptographic and mathematics-based approach, with the implicit assumption in this argument being that a trusted hardware guarantee is not as resistant to attack [36].

### 6.1.3.4 Zero Knowledge Proofs

A Zero Knowledge Proof works by carrying out a validation of an item without revealing underlying information about the item being checked. An example of this is a challenge presented by the verifier to the prover, where the prover can only reliably pass the challenge if they hold specific knowledge of some information, and where the verifier can perform this verification while knowing nothing about this underlying information [35].

One example of implementing Zero-Knowledge Proofs is by use of Cryptographic Hashes. A Hash value is created when input data is run through a Hashing Algorithm, creating a unique, uniform output that is virtually impossible to reverse-compute in order to ascertain the input data. The input data in this scenario can be any facet of Smart Contract Data, or Metadata. Once selected this input data can be Hashed and sent to the verifier, or if the verifier for some reason should not have access to the underlying data, it can be sent to a Trusted Third Party for verification. Such a scenario may occur, for example, in proving to a service that one is the resident of a particular country without wishing to send personal identifying information, such as passport details, to the service.

This Trusted Third Party (for example a government body) holds the Provers’ confidential data, in this case the smart contract, and can therefore verify whether a hash has been computed using elements of that same confidential data. The Trusted Third Party can then notify the Verifier of whether the Hash Value provided by the Prover was legitimate or not, subsequently determining whether the Prover holds the input data in question. The more of these verifications that are computed, the smaller the probability that the prover has “gotten lucky”, or somehow ascertained a single artifact from the confidential data.

### 6.2 Security of Smart Contracts

In this subchapter is detail regarding the main principles of security in smart contracts, as well as a list of common smart contract vulnerabilities, based on past practical attacks against smart contract and blockchain systems. A matrix diagram provides a cross-comparison of platforms and past attacks. This diagram is by no means all-encompassing but serves to provide an overview of the kinds of attacks that have occurred in the past against prominent blockchain and smart contract systems.

### 6.2.1 Smart Contract Security Principles

Smart Contracts are an emergent technology, and their development does not conform to the same principles as development of more common software applications. The high-impact nature associated with smart contract threats (financially or reputationally) suggests smart contract development is more akin to other development areas with high-impact threats, such as software for aviation, rather than areas like web application development. Four important principles [37] to bear in mind during smart-contract system development are as follows:
The first of these principles, testing, is ubiquitous to broader software development; testing the smart contract software thoroughly and iteratively to account for vectors as they arise. Phased testing of updates using increasing workloads and user-bases are widely used to make for a smoother final rollout of an update. In less critical systems it may be more difficult to justify more stringent testing, however in the context of smart contracts expending this additional effort in the test phase is preferable to a potentially impactful threat coming to fruition.

Robust error and exception handling is essential to smart contract software. The principle is not to adopt the mindset that no error should ever occur (which is impossible) but instead to accept that errors are an inevitability of software development, and to build resilient software which can deal with issues when they arise. A competent system for deploying patches and updates is essential to this principle; no matter how well the software handles an error or exception - that software issue will still need to be fixed.

Complexity of smart contracts; the smart contract software should be as simple as possible. Additional complexity in code is linked with the chance of program errors occurring. Part of avoiding overcomplexity lies in following a programming paradigm to produce compact, modular code which isolates functional blocks. Using the blockchain too liberally when it is simply not needed should be avoided - use of the blockchain should be reserved to work items where it is essential. Leveraging existing products and applications rather than writing functionality in-house is also favorable where possible.

Updating; any off-the shelf tools or applications must, of course, be kept at the latest release version. Rapid patching of security flaws or bugs as soon as they become known is prudent, as is researching the latest developments in cyber-security to ensure that the best techniques available are being employed to protect the smart contract software, but also because news of security flaws can often be made public due to the exploitation of a zero-day vulnerability.

### 6.2.2 Common Smart Contract Vulnerabilities

Smart Contracts, similar to any software, are not immune to design and programmatic flaws which can create an attack surface which can be exploited to perform a multitude of malicious actions. Source code errors and program bugs are a key contributor to smart contract vulnerabilities arising. If standard programming languages have been utilized to develop the smart contracts or some of their surrounding services, then any inherent security risks in those programming languages are inherited by the smart contract. Virtual machines also come with their own array of risks and compromising a virtual machine on a blockchain network can allow an attacker to target many assets on that network, smart contracts included. This section will address vulnerabilities which are, or have been, commonly used to attack smart contract systems. Table 5 synopizes some of these smart contract attacks on leading blockchain networks [37, 38, 39, 40]. The important point here is that Hyperledger Fabric is the development kit that the TRUSTS blockchain was created with, meaning that the denial of service and remote code execution attacks could be of greater importance to this architecture. More information is provided on these common vulnerabilities in the following subsections.
Table 5: Smart Contract attacks on Blockchain Networks [37, 38, 39, 40]

<table>
<thead>
<tr>
<th></th>
<th>Ethereum</th>
<th>EOS</th>
<th>NEO</th>
<th>Hyperledger Fabric</th>
</tr>
</thead>
<tbody>
<tr>
<td>Denial Of Service</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
</tr>
<tr>
<td>Overflow</td>
<td>✔</td>
<td>✔</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Storage Injection</td>
<td></td>
<td></td>
<td>✔</td>
<td></td>
</tr>
<tr>
<td>Remote Code Execution</td>
<td>✔</td>
<td>✔</td>
<td></td>
<td>✔</td>
</tr>
<tr>
<td>RAM Exploit</td>
<td></td>
<td>✔</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Re-Entrancy</td>
<td></td>
<td>✔</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

6.2.2.1 Denial of Service Attacks

A denial-of-service attack [42], as the name would suggest, results in service being denied to legitimate users. Here the term “service” can describe access to any desired system component. Resource starvation by flooding a system component with requests can block users from accessing said resource, or in extreme cases can even crash the target system. This concept can be applied to smart contracts by calling a specific function repeatedly to tie it up for as much time as possible, reducing access to it for legitimate users. To increase the impact of the attack the functions which incur a significant amount of processing time on the system handling the requests are targeted.

Bandwidth starvation is another type of denial-of-service attack which operates by sending a flood of packets across a specific network which is used by or related to a target system. The intent is to consume so much of the available bandwidth that legitimate users are unable to contact the target system. This type of network bandwidth attack is typically more effective against centralized systems; distributed systems necessitate a distributed attack. If the attacker can target a vital system resource, for example a system storing smart contracts off-chain (as described in [32]), then the effects of degrading the service of this key component could, in turn, impact the entire system’s ability to carry out smart contract operations.

The prospect of an attack based on a malicious smart contract has been explored in the past. Typically, this type of attack preys on a logical or program language vulnerability. A malicious smart contract is effectively a computer virus and can create enormous impact. In terms of what could be done using malicious smart contracts ranges from eavesdropping to data tampering and most of everything which can be carried out on a system by a traditional computer virus. One such real-world vulnerability which was discovered would result in a specifically coded malicious smart contract crashing any system which processes it. A further real-world vulnerability was the “log4j vulnerability” which resulted in an attack vector for denial-of-service attacks [31].

---
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6.2.2.2 Overflows - Integer and Numeric

An integer overflow sees a stored integer variable occupy an excess amount of the memory address register - specifically more than it is assigned. In this instance the overflow is executed by assigning an integer data type with a value larger than it can normally store. This technique exploits a lack of boundary value analysis during operations involving arithmetic logic. Successfully manipulating arithmetic logic in this case would create a value larger than the underlying structure (database column, datatype) can hold.

This should produce an error or exception from the software. Where such overflows are not handled, or boundary values not properly analyzed is where the attack can find purchase. A simple, yet effective impact of such an attack is the consumption of memory; consuming enough to starve underlying systems of necessary resources and thereby reduce or eliminate availability of services to users - which, furthermore, could just be the initial step in a more complex attack.

6.2.2.3 Storage Injection

In a scenario where a “total amount” variable is accessible by multiple data types (string, integer, etc.), and where robust checks for validity do not exist, a clear entry point is presented to attackers. Where a function takes in three parameters: sender, receiver, amount, coupled with the aforementioned lack of robust checks, one could pass invalid input in a given parameter. In this scenario the attacker could only perform relatively benign actions such as spending their own currency to alter the “total amount” variable. The crucial point here is that this is a storage injection attack which can modify underlying data types without permission. To envision how this may be a more impactful attack one need only change one of the parameters to something like “account number”, “username” or “password”.

6.2.2.4 Remote Code Execution

This vulnerability results from an error in the underlying functionality libraries on a given platform; in this case with the code that handles the important task of array bounds checking. This vulnerability is exploited by use of malicious smart contract programs. This malicious contract’s unbounded array values are written to spurious memory address registers of the target system which circumvents security mechanisms such as Address Space Layout Randomization and Data Execution Prevention. This vulnerability allows the attacker to write into any memory address, including restricted memory on the target system. The consequence of this is that the attacker can, among other nefarious actions; carry out a privilege escalation, such as promoting their user account to an administrator, or alternatively (or even additionally) setup a remote connection via SSH to their own machine - commandeering the target system. A real-world example of this is a “log4j vulnerability” which affected any system using the log4j library, including the fabric gateway software [30] and provided an attack vector for remote code execution [43].

6.2.2.5 RAM Exploit

The RAM exploit described in this section was leveraged to create a resource starvation attack by allocating such large amounts of RAM on the target system that there was an insufficient amount available to perform legitimate user operations. The mechanism by which the RAM is consumed in this case is via a malicious smart contract which is specifically engineered to occupy RAM, for example by generating much garbage output or by causing a memory leak [44].

The fraudulent smart contract is sent to a victim who signs it based on its face-value transaction that they wish to consent to. A vulnerability in the system means that their signature is instead utilized by the attacker to authenticate a different operation entirely, for example the malicious smart contract using a “double-free” exploit to free the same RAM allocation twice in order to cause corruption in the RAM allocations. During the supposedly legitimate operation (tokens being sent) the attacker could take
advantage of the corrupted RAM allocations and insert rows into the victim’s data table, which would be filled with garbage data and result in the allocation of their available RAM, which would amount to deliberately causing a memory leak.

This could be exacerbated by the fact that, on some target smart contract networks, RAM which has a process allocated to it cannot be deallocated until said process has finished. In such instances the garbage output memory leak caused by the malicious smart contract means that the processes would tie up the ram allocation indefinitely - until some form of effective intervention happens.

6.2.2.6 Re-Entrancy Attack

A re-entrancy attack sees the attacker perform a slew of calls to a specific function, where subsequent calls are made prior to the completion of the process started by the initial call in the slew. Successful re-entrancy attacks in the past have utilized this process on a system which has vulnerabilities in its checks - namely that a balance check would be performed at the initial step of each contract; one could initiate many initial steps without completing a transaction - thus priming a set of processes to execute their subsequent processes in parallel which could be used for nefarious purposes such as moving more units of a cryptocurrency than is permitted by the contract, or rather by any single instance of a check on a given contract. Clearly the situation presented here can be avoided by modifying the design logic of the system; updating the balance at the initial stage of the operation or putting some kind of hold or reservation on the balance in question would counteract the effectiveness of re-entrancy duplication of balance in the described scenario.

6.2.2.7 Updating On-chain Smart Contracts

The immutability of the blockchain makes it difficult to update on-chain smart contracts, for example to upgrade them or resolve security issues and program bugs. This can result in blockchains running outdated, and potentially vulnerable, versions of smart contracts unless alternative means are used to make necessary changes. A simple way of doing this is to install the newer smart contract version to the blockchain and block the older one programatically, for example by refusing requests from older versions, meaning that although the older version smart contract remains on the chain that nobody can use it. Another notable alternative solution to this is to use an on-chain pointer or proxy which directs the user to a smart contract program that is off-chain. This allows for the off-chain, backend smart contract to be updated as necessary and the on-chain address to remain the same. Hyperledger Fabric, which was the blockchain platform we chose for the TRUSTS smart contract demonstrator, provides this kind of functionality. A Hyperledger chaincode, or smart contract, can run off-chain in a secured and isolated container.

6.3 Integrity of Smart Contracts

A means by which the integrity of smart contract software can be assured to all to all participants in the operation is to first give code visibility to those concerned, allowing them to generate a cryptographic hash of the contract if they so choose. The contract software which is run can then be subject to the same hashing mechanism; thus, providing the participant with an assurance rooted in cryptography. The blockchain is an ideal mechanism for the described integrity checks due to its verifiable chain of transactions.

The introduction of a privacy preserving smart contract complicates this matter somewhat, particularly if dealing with off-chain smart contracts [32].
A scenario where the participants in the smart contract operation do not consent to the sharing of their smart contract input data with the other participants, rather only the result of the operation is to be shared is one example of such possible complication. This would necessitate a privacy preserving solution - and furthermore negate the storing of human-readable format smart contracts on-chain.

Off-chain smart contracts can cooperate with a blockchain by having their hash value uploaded to the blockchain. Of course, some participants may want additional proof that the smart contract instance running during the current operation is indeed valid, and that a malicious user has not tampered with the software since said hash code was placed on the chain.

Certain trusted execution environments are capable of both preserving privacy - by running the smart contract in an enclave, as well as providing participants with cryptographically rooted assurances of the integrity of the smart contract program; that it is indeed identical to that which they have previously validated. Just as important is the ability of trusted execution environments to prove to external entities that they are indeed a bonafide and legitimate trusted execution environment. This is known as an “attestation protocol”.
7 Smart Contract Demonstrator

The term “smart contract demonstrator” is the name assigned by Task 3.2 to a tightly scoped, technical addition to the task’s existing written output, namely a system which enables the TRUSTS project to utilize blockchain functionality, as well as smart contract functionality over an API, which was developed as part of this work. The architecture of the smart contract demonstrator is shown in Figure 8, which provides an architectural overview of the component itself and shows the linkage between various subcomponents and other TRUSTS platform components and clients – all of which will be described in detail in the following sections.

![Figure 8: Smart contract demonstrator architecture.](image)

7.1 Blockchain - Hyperledger Fabric Software

The Hyperledger fabric software enables the development of blockchain and smart contracts solutions. It is highly modular and extensible, boasts robust documentation and sample software, and has a “low barrier of entry” for setting up a blockchain network running smart contracts. For these reasons it was selected by consensus of Task 3.2 partners. The extensibility, modularity and wide breadth of supporting documents and technical material allows for partners who wish to build their own custom smart contracts or accompanying systems which were not covered in the scope of this demonstrator, to do so relatively painlessly - meaning that the demonstrator not only serves as a showcase of blockchain and smart contract functionality within the TRUSTS project, but also provides a foundation which can be further built upon.
Hyperledger Fabric provides an SDK to create a gateway on the blockchain host which we used to expose a custom API with a REST-like format, though the SDK enables the definition of one’s own API so conforming to a defined standard, such as REST, is possible. A technical manual accompanies the demonstrator and provides a description of how to replicate the demonstrator installation process to set it up on one’s own platform, install the Hyperledger explorer UI, and use the developed client-side API. The Hyperledger suite of tools and applications is developed by a Linux foundation hosted open-source consortium. All components of the smart contract demonstrator run as containerized applications.

7.2 Hyperledger Explorer UI

Hyperledger explorer is best described as a “blockchain visualization interface”. Explorer is a web application that exposes a user interface. This UI visualizes data and processes within the blockchain to make the information easily interpretable.

7.2.1 Explorer UI Dashboard Overview

The dashboard is the front page of the Explorer UI and from here most of the core functionality is accessible. As can be seen in Figure 9, the data includes blocks, transactions, nodes and chaincodes - which is Hyperledger terminology for smart contracts. There are several tabs in the explorer UI which provide the ability to perform a granular search of various facets of the blockchain. The explorer UI excels in presenting machine-readable data on the blockchain in a human readable format. The explorer utility consists of a database, which stores blockchain information to be exposed by the UI, a web server which communicates with the blockchain to gather the data, and authorization mechanisms to control access to the explorer utility and any sensitive data it may expose.
7.2.2 Explorer UI Search

A relatively standard search mechanism is included in the explorer UI which allows for blocks and transactions to be searched according to several parameters including date ranges, unique identifiers and hash codes, as well as the user or organization relevant to a particular item. Since this functionality comes packaged with the Hyperledger Explorer UI, it combines well with other blockchain search utilities such as the blockchain query smart contract, as well as the remote API’s custom blockchain search. These utilities combined form a strong suite of search mechanisms.

7.3 Contract Library

The contract library holds several example (but also usable and functional) smart contracts, called “chaincodes” in Hyperledger terms. The Hyperledger fabric software package includes many sample chaincode applications which work out-of-the-box with a running Hyperledger fabric instance. Two of these Hyperledger samples were modified and underpin the demonstrator contract library, namely “asset transfer basic”, “ledger queries” and “asset transfer - secured agreement”.

Figure 9: Hyperledger Explorer UI dashboard & sample data.
7.3.1 Basic Asset Transfer

This chaincode is, as the name suggests, a basic example. It is based off of the Hyperledger sample “asset-transfer-basic” with some modifications of properties: removing unsuitable assets properties from the chaincode and adding necessary ones which were not present - such as a URL property, and an asset review score property. This chaincode enables the creation of assets, querying assets, the updating or addition of properties on assets, including the transfer of an asset’s ownership. This chaincode does not apply any form of access control or restriction of who can edit asset properties or perform transfers; it is inappropriate for “real-world” scenarios but is useful for showcasing the demonstrator’s functionality and for basic testing of components with blockchain integration and usage.

Though the chaincode is basic, and as mentioned not suitable for real-world scenarios, one scenario in which it would be appropriate is industrial rapid prototyping. Rapid prototyping occurs often within large industrial firms and is particularly pronounced in research departments of information technology companies. A rapid prototyping cycle can range from two to six weeks and may be carried out as a follow-on from a written study, or as a feasibility examination. These prototypes are built inside of a secure corporate network, and typically on a subdivision of that network such as a research lab, and the resulting prototype is not close to a product.

While such initial prototypes don’t have to adhere to the stringent standards that products do, they also do not generate cash-flow directly meaning there is a reluctance to spend any more time than is necessary on such prototyping. The result of this is that security and access control are not as much of a concern as speed of development. In the context of rapid prototyping or testing a product or service against a blockchain - a simple chaincode such as the basic asset transfer could be appropriate.

The following list describes the chaincode’s normal operation:

- User1 authenticates
- User1 queries the blockchain and gets a list of assets
- User1 creates an asset
- User1 changes properties on an asset
- User1 changes owner (property) of the asset
- User1 queries again and gets a list with the updated properties

7.3.2 Secured Asset Transfer

Where the basic asset transfer simply showcases the functionality of the contracts and blockchain, the secured asset transfer contract better represents a real-world transaction between two actors. This chaincode collates functionality from multiple Hyperledger fabric samples. These collated chaincodes include private data - which is a sample aimed at showcasing management and usage of private data sets in a blockchain and chaincode scenario, including use of hash codes for authenticity and validity checks of a data asset against the hash code stored on the blockchain. The state-based endorsement sample shows the endorsement policy feature of Hyperledger fabric, which specifies which peers, or users must endorse a chaincode for a given transaction to be considered valid.

The secured asset transfer chaincode is used to securely perform asset transfer between two authenticated parties, both of whom must consent to the transfer. The following is a high-level description of the typical operation of the secured asset transfer:
- User1 authenticates on their machine
- User2 authenticates on their machine
- User1 creates an asset owned by them
- User1 queries their private collection on blockchain and gets newly created asset info
- User1 queries the blockchain for ownership record, stored publicly
- User1 marks asset as ‘for sale’ at a specified price
- User2 searches the blockchain for ‘for sale’ assets and sees the asset
- User2 tries to modify the asset but cannot be due to User1 ownership
- User2 tries to buy the asset at lower than asking price
- The asset transfer fails endorsement as the users have differing prices
- The users negotiate (out of band) and come to an agreement on price
- The asset transfer succeeds and User2 can update the description

7.3.3 Review Score

The review score chaincode was developed to handle the associating of a review score with a seller or organization, meaning their trustworthiness, responsiveness or likewise. In the basic asset transfer chaincode, it was possible to simply add a property which holds the review score of an asset, but it was not possible to add the scores of sellers and reviewers to the basic asset transfer chaincode, due to the fact that the chaincode is framed around the idea of an asset, adding a property here which describes the rating of a seller or user would be out of place. Instead, the basic asset transfer chaincode was replicated, to act as a foundation for a chaincode in which the ‘asset’ is in fact a seller or organization, thereby producing a query able entry in the blockchain ledger to retrieve the particulars of a given seller or user.

This chaincode defines “Score” objects which contain two properties: a unique string ID which refers to an Organization ID, and an integer score value. Operations that can be performed on Score objects follow a similar flow to the basic asset transfer chaincode. Scores can be created, updated and deleted. Two key changes implemented in this contract are the removal of an asset owner as well as the ability to apply a more restrictive access policy, effectively enforcing which members of the blockchain can create, update and query the Score objects on the ledger. An overview of the Review Score chaincode flow:

- Admin1 Authenticates
- Admin1 Initializes the ledger with Score objects for each Organization (Org1)
- Admin1 Updates score value for organization Org1
- Admin1 Queries the ledger to return all Scores
- Org1 can view all scores but is unable to update their own score

7.3.4 Query Blockchain

In order to search or get data from the blockchain ledger requests to the blockchain are needed. The “query blockchain” chaincode is a Hyperledger fabric sample which provides this functionality. We do not use this chaincode as a standalone, instead the aforementioned chaincodes in this section leverage the “query blockchain” chaincode’s functionality behind the scenes to search the blockchain ledger and get data via requests. The chaincode supports a variety of expressive query methods, such as key/value matches, block data, value range and transaction type. The Hyperledger explorer graphical user interface is preferable to terminal-based querying from a human-readability standpoint, however in the current
implementation of the demonstrator the Explorer UI exposes public blockchain data only, and cannot expose private blockchain data, such as the particulars of a private transaction between two users, whereas one such user could authenticate in the terminal and perform a query of private data they have access to.

7.3.5 Properties List for Smart Contract Demonstrator

Figure 10, Figure 11, and Figure 12 summarize the blockchain properties of the smart contract demonstrator. These properties are chaincode-specific and are accessible over the remote API. The figures in this section showcase the property names on the left along with an example of the kind of values that may be stored in the property on the right. This properties list is extensible with relatively little effort and two rounds of communication with project partners were carried out to define this list, including the Task 3.3 partners regarding interoperability.

```
"ID": "asset11",
"title": "Large medical dataset",
"transactionId": "4eb70ebaf964cf049a9803fbd8c9f1b5050d2de3d7c6aadd74e94841129bda4c",
"size": 5,
"owner": "Org1MSP",
"appraisedValue": 15,
"publisher": "TRUSTS",
"creator": "TRUSTS_RESEARCH",
"contactPoint": "user.trusts@trusts.eu",
"keyword": "Medical",
"Authorisation": "OAuth",
"Dataaccess": "URL: www.example.com/data",
"creationdate": "07/02/22",
"license": "MIT",
"format": "csv: none:csv",
"accessInterface": "Web:Local",
"description": "A sample asset on the trusts platform"
```

Figure 10: Basic asset transfer blockchain properties with sample values.
7.4 NodeJS API

The blockchain remote API component is built on Hyperledger Fabric’s official SDK for developing client applications and was developed during this task to enable remote connections to the blockchain, along with some important auxiliary functionalities such as granular search. The SDK provides the foundation for blockchain interaction with a range of integrated tools and languages. Within the context of the demonstrator, the blockchain API was developed using the Hyperledger Node SDK. The Node SDK provides a JavaScript API for Hyperledger functionality, including user access control with Hyperledger Wallets, gateway and networking abstraction and finally, the execution of a chaincode within the blockchain.

7.4.1 User Accounts & Access Control

A basic form of access control is implemented in the API using the Hyperledger SDK wallet. Hyperledger Fabric is a permissioned blockchain, meaning all users must be identified and authenticated before being permitted to perform actions on the blockchain. Wallets are the mechanism used to implement this functionality in a Fabric blockchain.
A Wallet contains identities that can be referenced by the user of an application. These IDs can be issued by a certificate authority or generated internally. When connecting to the API the user must provide their ID and Membership Service Provider, which are used to identify and authorize a user and generate a Connection Profile (in-memory object containing network configuration).

There are three types of wallets in Hyperledger, defined by the storage mechanism: in-memory, filesystem and database. The API implements two file-system wallets, one for each Organization in the demonstrator blockchain, each wallet defines IDs for an organization's admin and user accounts. Additional organizations can be added to the blockchain, as well as additional users which are defined as the API application level.

### 7.4.2 Fabric Gateway

Each Peer in a Hyperledger blockchain communicates through gRPC and exposes a Gateway component, this component simplifies and abstracts the transactional and networking logic from blockchain operations. Client applications deployed do not directly communicate with network peers, but rather implement a Gateway interface provided in the Node SDK.

The Gateway connection is established in the API by passing a user requests Connection Profile, Organization ID, and Wallet. Gateway discovery takes place on the localhost in the current architecture but can be configured to externalize the API from the blockchain host.

### 7.4.3 Chaincode Execution

The NodeJS API defines a total of seventeen (17) HTTP endpoints across three chaincodes deployed to the blockchain. Endpoints URLs follow the format:

http://machine-IP:port/<chaincode>/<function>

Each endpoint maps one-to-one to a chaincode function call and accepts incoming client HTTP requests. The request body contains varying parameters, depending on the specific function, there are optional parameters that must be provided. There are three (3) required parameters in all HTTP requests to the API:

- Membership Service Provider
- User ID
- Channel ID

These parameters are used to identify and authorize the users request before any further operations. Further optional parameters are specific to the function being called, but may include asset properties, trade parameters or score parameters.

In the event of unauthorized access, chaincode errors or user errors, a basic error handler is implemented to return the relevant information to the client application, a response object is returned to the client application containing a status code and message.
7.4.4 Blockchain Search

Included in the NodeJS API is a blockchain search utility which allows for a granular, multi-faceted search to be applied over the blockchain in order to produce a set of results. This blockchain search functionality is provided by the remote API module in addition to the existing Hyperledger Fabric “query blockchain” baked-in functionality. The search terms are set up as key value pairs consisting of the term type, including “owner, category, license” and others, as well as the specific field pertaining to this category such as: “Mark Griffith, Medical, GPLv2”. The blockchain entries which match the criteria of the search will be returned, and of course how specific this criterion is typically influences the number of blocks returned.

7.4.5 Transaction ID Return and Explorer UI Link

The ID of a specific transaction is an attribute which can be returned through the NodeJS API. This attribute is unique to a specific transaction and is of particular importance as it can be used to form a direct URL link to an Explorer UI representation of the blockchain entry (see Figure 13). This entry contains a multitude of data about the specific transaction, some of the more interesting articles of which are highlighted in Figure with a red arrow. These articles are in fact data points related to the underlying asset represented by this blockchain entry.
7.4.6 Demonstrator Client

A collection of sample HTTP requests are deployed in the demonstrator platform in order to emulate client requests to the API. These sample requests include necessary request data, format and endpoints to test the API and each of the chaincodes. Combined with the API specification, this provides a rapid deployment and testing environment of the API functionality.

7.5 Payment Compatibility Demonstrator

This module was developed on top of the remote API blockchain search functionality. The search is used to find an asset by the asset ID, and the resulting asset information is taken from the retrieved results and displayed on the Web UI. This module was developed using JavaScript, NodeJS and the Express Framework,
as well as the Hyperledger SDK to make requests to the blockchain. See Figure 14 which shows the web UI. A payment system is then selected, for this compatibility demonstrator we chose PayPal, Google Pay and Revolut.

![TRUSTS API - Payments](image)

Figure 14: Web UI of payment system compatibility demonstrator.

Once the purchase asset option is selected the user will be taken to the relevant payment system populated with the email address given in the contact point field (see Figure 15). Once there the user will complete the purchase out-of-band using the selected payment system. In this scenario once the purchase has been made the description box can be updated with the payment UUID. Many of the manual elements of this process could be removed via a deeper level of integration with a payment system provider’s SDK.
Once the payment is complete an invoice similar to the example invoice in the below figure will be returned from the out-of-band payment system to the user, and in this invoice is typically located some unique code to identify the specific payment. Payment platforms such as those mentioned in this section often include dispute resolution systems, and other features which gives the TRUSTS platform the option to outsource these important items, see the bottom of Figure 16 to see some typical notices included in invoices which describe these kinds of systems.
Figure 16: Invoice example.
8 Conclusions and Next Actions

The outcome of the project contains the necessary concepts for the deployment of smart contracts by means of a smart contract component in the context of the European data market, provided by TRUSTS from both a technical and a legal perspective. At the beginning, an overview of the basic information of the technologies underlying the smart contract component was provided. In addition to the definition of a blockchain and smart contracts, the IDS and the DMA, which are the underlying technologies of TRUSTS, were also described in more detail. A general legal overview of smart contracts, the legal challenges of applying contract law to smart contracts, and how the entire topic can be applied in accordance with EU law were then examined. The subsequent technical section describes the technical challenges of implementing smart contracts in the European data market TRUSTS. In addition to the functional and technical requirements for a blockchain application with smart contracts execution, it was explained how these requirements can be met. Furthermore, the example of a sequence diagram was used to illustrate how such a blockchain application can be connected in TRUSTS. Finally, an overview was given of various problems, risks and disadvantages in the use of blockchains and smart contracts that must be taken into account in the technical implementation of a blockchain application with smart contracts execution.

Section 6 describes an overview of methods and potential issues that arise in the privacy and security of smart contracts. Various techniques for maintaining a high level of data protection and security have been explained, and vulnerabilities have been identified, their causes explained, and how they can be addressed. The concept concludes with the presentation of an example implementation of a smart contract demonstrator. Section 7 describes such a demonstrator based on all the previous sections mentioned, which, in addition to a pure blockchain with smart contract execution, has a user interface, a library of different smart contracts and its own API. The latter was also used to demonstrate payment compatibility, i.e., the smart contract demonstrator can theoretically be used for payment transactions as well.

The contribution of Task 3.2 is consistent with the goals of the overall project, as TRUSTS aims to provide various components for a secure European data market and Task 3.2 describes the concepts for one of these components. A data market thrives on transactions between participants. However, in order to be able to quickly clarify ambiguities, for example, a component is needed within the data market that can provide a legally and technically secure overview of all transactions in the market. In this component, all transactions that have occurred in the past between participants are stored in a blockchain. In this way, manipulation can be prevented, which in turn increases security in the data market and trust between the participants.

The concept created brings several benefits to the overall project for future development and use beyond the life of the project. For example, there is the economic impact. The deliverable represents how a blockchain component with smart contract execution can look like. It also discusses quite a few technical and legal challenges that need to be considered during implementation. This makes it possible to increase security when implementing such a component for a data market. As a result, there is increased trust among participants, and they are more likely to participate in the TRUSTS data market. Further, the blockchain component offers the possibility of providing interfaces to payment service providers in future developments, as illustrated in Section 7. Through this, payments could be automated between participants when the smart contracts verify a transaction.
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